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**151.** Write a Java program to find the value of a specified expression.

a) 101 + 0) / 3  
b) 3.0e-6 \* 10000000.1  
c) true && true  
d) false && true  
e) (false && false) || (true && true)  
f) (false || false) && (true && true)

*Expected Output* :  
(101 + 0) / 3)-> 33  
(3.0e-6 \* 10000000.1)-> 30.0000003  
(true && true)-> true  
(false && true)-> false  
((false && false) || (true && true))-> true  
(false || false) && (true && true)-> false

Code:

|  |
| --- |
| public class ExpressionEvaluation {  public static void main(String[] args) {  // a) (101 + 0) / 3  int resultA = (101 + 0) / 3;  System.out.println("a) (101 + 0) / 3 = " + resultA);  // b) 3.0e-6 \* 10000000.1  double resultB = 3.0e-6 \* 10000000.1;  System.out.println("b) 3.0e-6 \* 10000000.1 = " + resultB);  // c) true && true  boolean resultC = true && true;  System.out.println("c) true && true = " + resultC);  // d) false && true  boolean resultD = false && true;  System.out.println("d) false && true = " + resultD);  // e) (false && false) || (true && true)  boolean resultE = (false && false) || (true && true);  System.out.println("e) (false && false) || (true && true) = " + resultE);  // f) (false || false) && (true && true)  boolean resultF = (false || false) && (true && true);  System.out.println("f) (false || false) && (true && true) = " + resultF);  }  } |

Output:
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**152.** Write a Java program that accepts four integers from the user and prints equal if all four are equal, and not equal otherwise.

*Sample Output*:  
Input first number: 25  
Input second number: 37  
Input third number: 45  
Input fourth number: 23  
Numbers are not equal!

Code:

|  |
| --- |
| import java.util.Scanner;  public class FourIntegerEqualityCheck {  public static void main(String[] args) {  Scanner scanner = new Scanner(System.in);  // Prompt the user to enter four integers  System.out.println("Enter the first integer: ");  int num1 = scanner.nextInt();  System.out.println("Enter the second integer: ");  int num2 = scanner.nextInt();  System.out.println("Enter the third integer: ");  int num3 = scanner.nextInt();  System.out.println("Enter the fourth integer: ");  int num4 = scanner.nextInt();  // Check if all four integers are equal  if (num1 == num2 && num2 == num3 && num3 == num4) {  System.out.println("Equal");  } else {  System.out.println("Not equal");  }  scanner.close();  }  } |

Output:
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**153.** Write a Java program that accepts two double variables and test if both strictly between 0 and 1 and false otherwise.

*Sample Output:*  
Input first number: 5  
Input second number: 1  
false

Code:

|  |
| --- |
| import java.util.Scanner;  public class DoubleRangeCheck {  public static void main(String[] args) {  Scanner scanner = new Scanner(System.in);  // Prompt the user to enter the first double value  System.out.println("Enter the first double value: ");  double num1 = scanner.nextDouble();  // Prompt the user to enter the second double value  System.out.println("Enter the second double value: ");  double num2 = scanner.nextDouble();  // Check if both numbers are strictly between 0 and 1  if (num1 > 0 && num1 < 1 && num2 > 0 && num2 < 1) {  System.out.println("True");  } else {  System.out.println("False");  }  scanner.close();  }  } |

Output:
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**154.** Write a Java program to print the contents of a two-dimensional Boolean array where t represents true and f represents false.

Sample array:  
array = {{true, false, true},  
{false, true, false}};  
*Expected Output* :  
t f t  
f t f

Code:

|  |
| --- |
| public class BooleanArrayPrinter {  public static void main(String[] args) {  // Example 2D Boolean array  boolean[][] boolArray = {  {true, false, true},  {false, true, false},  {true, true, false}  };  // Loop through the array and print 't' for true and 'f' for false  for (int i = 0; i < boolArray.length; i++) {  for (int j = 0; j < boolArray[i].length; j++) {  if (boolArray[i][j]) {  System.out.print("t ");  } else {  System.out.print("f ");  }  }  System.out.println(); // Move to the next line after each row  }  }  } |

Output:

![A group of blue letters

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANoAAABZCAYAAABYOTqtAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAAIrSURBVHhe7d1BbhoxGIZhmlXO12U3OUd3vUnEqlfMrslIWBpSSAJkPv/GzyNZQaxGll88TBj48e/NDtjUw+EvsCGhQcDRqePfP78Ojy738/fz4RHwnh0NAoQGAUKDAKFBgNAgQGgQIDQIEBoECA0ChAYBQoMAoUGA0CBAaBAgtI087vf/DeY1ZGjVF23V4xN7P8OFNlJkL09PR6MnkfXl1HEjvcOiFqFBwBDfGXLJaU+VU7QKO9pI83bv7Gg3WhbzejTnnmdOw30LVlu0VV6BvxqRnXZudrQbLQt3PZpzzzMnoUGA0CBAaBAgNAgYNjSXzK9j3voYLjRX8K5j3voa8tdkPnpV7r2gKv+/qvK83bshTx0tiuuYt378PhoEuOoIAUKDAKFBgNAgQGgQIDQIEBoECA0ChAYBQoMAoUGA0CBg6A8Vn7rtwyfUP2fe8obd0T66t6qnqsfVVD++ezX8jZ+VXonbcVXdHarO2wyGfo9msVzHvOW5GAIBQrvRcjrWRrN+bj2Y1xDv0b66SHucEl0SUPr4Ks/bbOxoN1oWaRvN+rn1YF5DX3WstnirHldT/fjumR0NAoQGAUKDAKFBgNA2cMklf+YgtG/kah7nCG0jy672fjAvoX0zuxqn+DUZCLCjQYDQIEBoECA0CBAaBAgNAoQGAUKDAKFBgNAgQGgQIDQIEBoECA0ChAYBR/ejAduwo0GA0CBAaBAgNAgQGgQIDQKEBpvb7V4BfK3vP3RLRjgAAAAASUVORK5CYII=)

**155.** Write a Java program to print an array after changing the rows and columns of a two-dimensional array.

Original Array:  
10 20 30  
40 50 60  
After changing the rows and columns of the said array:10 40  
20 50  
30 60

Code:

|  |
| --- |
| import java.util.Scanner;  public class Code {  public static void main(String[] args) {  // Initializing a 2D array with values  int[][] twodm = {  {10, 20, 30},  {40, 50, 60}  };    // Displaying the original array  System.out.print("Original Array:\n");  print\_array(twodm);    // Performing transpose operation on the array  System.out.print("After changing the rows and columns of the said array:");  transpose(twodm);  }    // Method to transpose the given 2D array  private static void transpose(int[][] twodm) {  // Creating a new 2D array to store the transposed elements  int[][] newtwodm = new int[twodm[0].length][twodm.length];    // Transposing the elements of the array  for (int i = 0; i < twodm.length; i++) {  for (int j = 0; j < twodm[0].length; j++) {  newtwodm[j][i] = twodm[i][j];  }  }    // Printing the transposed array  print\_array(newtwodm);  }    // Method to print the elements of a 2D array  private static void print\_array(int[][] twodm) {  // Looping through the array and printing its elements  for (int i = 0; i < twodm.length; i++) {  for (int j = 0; j < twodm[0].length; j++) {  System.out.print(twodm[i][j] + " ");  }  System.out.println();  }  }  } |

Output:

![A white background with blue text

Description automatically generated](data:image/png;base64,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)

**156.** Write a Java program that returns the largest integer but not larger than the base-2 logarithm of a specified integer.

Original Number: 2350  
Result: 115

Code:

|  |
| --- |
| import java.util.Scanner;  public class Code {    public static void main(String[] args) {  // Initializing an integer variable 'n' with the value 2350  int n = 2350;    // Displaying the original number  System.out.printf("Original Number: %d\n", n);    // Initializing a variable to count the number of right shifts  int shift\_right\_count = 0;    // Performing right shift operations until 'n' becomes zero  do {  n >>= 1; // Right shifting 'n' by 1 bit  shift\_right\_count++; // Incrementing the shift count  } while (n != 0); // Loop continues until 'n' becomes zero    shift\_right\_count--; // Decrementing the shift count by 1 to correct the count    // Displaying the final result (shift count)  System.out.printf("Result: %s\r\n", shift\_right\_count);  }  } |

Output:

![A close-up of a number

Description automatically generated](data:image/png;base64,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)

**157.** Write a Java program to prove that Euclid’s algorithm computes the greatest common divisor of two integers that have positive values.

According to Wikipedia "The Euclidean algorithm is based on the principle that the greatest common divisor of two numbers does not change if the larger number is replaced by its difference with the smaller number. For example, 21 is the GCD of 252 and 105 (as 252 = 21 × 12 and 105 = 21 × 5), and the same number 21 is also the GCD of 105 and 252 − 105 = 147. Since this replacement reduces the larger of the two numbers, repeating this process gives successively smaller pairs of numbers until the two numbers become equal. When that occurs, they are the GCD of the original two numbers. By reversing the steps, the GCD can be expressed as a sum of the two original numbers each multiplied by a positive or negative integer, e.g., 21 = 5 × 105 + (−2) × 252. The fact that the GCD can always be expressed in this way is known as Bézout's identity."

*Expected Output:*  
result: 24  
result: 1

Code:

|  |
| --- |
| import java.util.Scanner;  public class Code {  // Method to find the greatest common divisor using Euclidean algorithm  public static int euclid(int x, int y) {  // If either of the numbers is zero, return 1 as a special case  if (x == 0 || y == 0) {  return 1;  }    // If x is less than y, swap the values using a temporary variable  if (x < y) {  int t = x;  x = y;  y = t;  }    // Check if x is divisible by y  if (x % y == 0) {  return y; // Return y if it evenly divides x  } else {  return euclid(y, x % y); // Recursively call the euclid method with y and the remainder of x/y  }  }  public static void main(String[] args) {  // Displaying the result of the Euclidean algorithm for specific pairs of numbers  System.out.println("result: " + euclid(48, 24));  System.out.println("result: " + euclid(125463, 9658));  }  } |

Output:

![A white background with black text

Description automatically generated with medium confidence](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAdsAAABbCAYAAAA7vS9YAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAARPSURBVHhe7d1Bjts2FAbgaVc9X5fd5Bzd9SZFVr1id20ImAArkBQp+7mk9X2AEI/8SD9NAP5DjxP99M8PXwBAmJ8ffwIAQYQtAAQTtgAQTNgCQDBhCwDBhC0ABBO2ABBM2AJAMGELAMGELQAEE7YAEEzYAkAwYQsAwYbu+vPXH789Hs379fc/H48A4J7sbAEgmLAFgGDCFgCCCVsACCZsASCYsAWAYMIWAIIJWwAIJmwBIJiwBYBgwhYAgglbAAgmbAEgmLv+BPrl+/fHo//6+9u3xyMA7sDOdmGtsAZgL3a2b5TDc2RnO1P7brUfAmb6LMfb5QN3YGfLlNZuu3X+aLQO4JMIW4Ydd6T5yAQpQN1SbyPnxTov4MfFu/eW40xtVguH1rhjb6Xec6Wzulo/Lb3XSvOc9XJVa+6R70FZM1IP8CmW3dnmxbhUO5e0alv1ycxcO8n9R13H1XDM/QhX4I6WDNtyYc5HdgyRWm1ZX9MaczYuWq2P8lx5ALCPZXe2x0CpBUxvt5TPHcP5zO5Blvt/53WcfY97f08Ad7Bk2L5rUZ4N4l38X6EmTAHqtvo0clrMawt6Cs3a0VLOMVJPW/6+tYL27HmAO9gqbF+pFtxCd46gBRiz9D/9OfPqxbwM2loQJ7XXGu1jpt9XX9urjfSXa0ateq0Az7rtzrbmymI/Gyizrsz/rp6EI8CYrcM2L/atcJk9P6Ic+8w8Z64GWe4pqrc870h/qaZ1ZLVzAJ9m67eRk7NQqc11ZUwyO+6sPulda2/8SI+9ua8YuZ5k5HXzXK/uEWBF27+NnBbr1oI9ez6ZeS593at/1pW585jIvgCY4xZ7ABDMB6QAIJiwBYBgwhYAgglbAAgmbAEgmLAFgGDCFgCCCVsACCZsASCYsAWAYMIWAIIJWwAI5kYEgVq3pHNHHoB7sbNd2Oj9YwFYm7ANlHaw5TFj9aBN/eUDgD5hyxQBCzBP2DKsDFm/dwYYt9QHpPJinhfy4w6qt8DP1Ga1HVpr3LG3Uu+50lldrZ+W3mulec56uaqce/S6Ae5u2Z1tLXhaYdSqbdUnM3PtJPcfdR2CFWDekmGbgyIt7PnIjiFSqy3ra1pjzsZFq/VRnisPAPax7M72GCi1gClD8yifO4bzmd2DLPe/+3UAfJIlw/ZdQTEbxLsQtABr2erTyClEakGSQrN2tJRzjNQDwDO2CttXqgW30AUgwkeEbQ7O1tFTqxO4ALzSbXe2NWfBXBMdzFfm98MCwFq2Dtscjq1wmT0/ohwbGWpXgj/JPUX2BsCcpf8HqRFnoVKb68qYZHbcSOD1rrU3fqTH3txXjFxP8urXBdjd9m8jp4W9tbjPnk9mnktf9+qfdWXuPCayLwDmuHk8AATzASkACCZsASCYsAWAYMIWAIIJWwAIJmwBIJiwBYBgwhYAgglbAAgmbAEgmLAFgGDCFgCCCVsACCZsASCYsAWAUF9f/wJhXWMi3i14kwAAAABJRU5ErkJggg==)

**158.** Write a Java program to create a two-dimensional array (m x m) A[][] such that A[i][j] is false if I and j are prime otherwise A[i][j] becomes true.

*Sample Output:*  
true true true  
true true true  
true true false

Code:

|  |
| --- |
| import java.util.Scanner;  public class Code {  // Method to determine if two numbers are relatively prime  public static int prime\_cell(int a, int b) {  // If either number is zero, return 1 as a special case  if (a == 0 || b == 0) {  return 1;  }    // If a is less than b, swap the values using a temporary variable  if (a < b) {  int t = a;  a = b;  b = t;  }    // Check if a is divisible by b  if (a % b == 0) {  return b; // Return b if it evenly divides a  } else {  return prime\_cell(b, a % b); // Recursively call prime\_cell method with b and the remainder of a/b  }  }  public static void main(String[] args) {  int n = 3; // Initialize variable 'n' with value 3  boolean[][] A = new boolean[n][n]; // Create a 2D boolean array of size n x n    // Loop through each element of the array  for (int i = 0; i < n; i++) {  for (int j = 0; j < n; j++) {  // Assign true if the result of prime\_cell is 1 (relatively prime), otherwise assign false  A[i][j] = prime\_cell(i, j) == 1;  System.out.print(A[i][j] + " "); // Print the value of the array element  }  System.out.println(); // Move to the next line after printing each row  }  }  } |

Output:

![A blue text on a white background

Description automatically generated](data:image/png;base64,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)

**159.** Write a Java program to find the k largest elements in a given array. Elements in the array can be in any order.

*Expected Output:*  
Original Array:  
[1, 4, 17, 7, 25, 3, 100]  
3 largest elements of the said array are:  
100 25 17

Code:

|  |
| --- |
| import java.util.\*;  public class Code {  public static void main(String[] args) {  // Initializing an array of integers  Integer arr[] = new Integer[]{1, 4, 17, 7, 25, 3, 100};    int k = 3; // Initializing the value of 'k' as 3    // Displaying the original array  System.out.println("Original Array: ");  System.out.println(Arrays.toString(arr));    // Displaying the k largest elements of the array  System.out.println(k + " largest elements of the said array are:");    // Sorting the array in reverse order using Collections.reverseOrder()  Arrays.sort(arr, Collections.reverseOrder());    // Printing the k largest elements from the sorted array  for (int i = 0; i < k; i++) {  System.out.print(arr[i] + " ");  }  }  } |

Output:

![A close-up of a white background

Description automatically generated](data:image/png;base64,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)

**160.** Write a Java program to find the k smallest elements in a given array. Elements in the array can be in any order.

*Expected Output:*  
Original Array:  
[1, 4, 17, 7, 25, 3, 100]  
3 largest elements of the said array are:  
100 25 17

Code:

|  |
| --- |
| import java.util.\*;  public class Code {  public static void main(String[] args) {  // Initializing an array of integers  Integer arr[] = new Integer[]{1, 4, 17, 7, 25, 3, 100};    int k = 3; // Initializing the value of 'k' as 3    // Displaying the original array  System.out.println("Original Array: ");  System.out.println(Arrays.toString(arr));    // Displaying the k smallest elements of the array  System.out.println(k + " smallest elements of the said array are:");    // Sorting the array in ascending order  Arrays.sort(arr);    // Printing the k smallest elements from the sorted array  for (int i = 0; i < k; i++) {  System.out.print(arr[i] + " ");  }  }  } |

Output:
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**161.** Write a Java program to find the kth smallest and largest element in a given array. Elements in the array can be in any order.

*Expected Output:*  
Original Array:  
[1, 4, 17, 7, 25, 3, 100]  
K'th smallest element of the said array:  
3  
K'th largest element of the said array:  
25

Code:

|  |
| --- |
| import java.util.\*;  public class Code {  public static void main(String[] args) {  // Initializing an array of integers  Integer arr[] = new Integer[]{1, 4, 17, 7, 25, 3, 100};    int k = 2; // Initializing the value of 'k' as 2    // Displaying the original array  System.out.println("Original Array: ");  System.out.println(Arrays.toString(arr));    // Displaying the k'th smallest element of the array  System.out.println("K'th smallest element of the said array: ");    // Sorting the array in ascending order  Arrays.sort(arr);    // Printing the k'th smallest element from the sorted array  System.out.print(arr[k-1] + " ");    // Displaying the k'th largest element of the array  System.out.println("\nK'th largest element of the said array:");    // Sorting the array in descending order to find the k'th largest element  Arrays.sort(arr, Collections.reverseOrder());    // Printing the k'th largest element from the sorted array  System.out.print(arr[k-1] + " ");  }  } |

Output:
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**162.** Write a Java program that finds numbers greater than the average of an array.

*Expected Output:*  
Original Array:  
[1, 4, 17, 7, 25, 3, 100]  
The average of the said array is: 22.0  
The numbers in the said array that are greater than the average are:  
25  
100

Code:

|  |
| --- |
| import java.util.\*;  public class Main {  public static void main(String[] args) {  // Initializing an array of integers  Integer nums[] = new Integer[]{1, 4, 17, 7, 25, 3, 100};  double sum = 0; // Initializing the sum variable  // Displaying the original array  System.out.println("Original Array: ");  System.out.println(Arrays.toString(nums));  // Calculating the sum of elements in the array  for(int i = 0; i < nums.length; i++) {  sum = sum + nums[i];  }  // Calculating the average of the elements in the array  double average = (double) sum / nums.length;  // Displaying the average of the array  System.out.println("The average of the said array is: " + average);  System.out.println("The numbers in the said array that are greater than the average are: ");  // Printing numbers greater than the average in the array  for(int i = 0; i < nums.length; i++) {  if(nums[i] > average) {  System.out.println(nums[i]);  }  }  }  } |

Output:
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**163.** Write a Java program that will accept an integer and convert it into a binary representation. Now count the number of bits equal to zero in this representation.

*Expected Output:*  
Input first number: 25  
Binary representation of 25 is: 11001  
Number of zero bits: 2

Code:

|  |
| --- |
| import java.util.Scanner;  public class Code {  // Method to count the number of zero bits in the binary representation of a number  public static int countBitsTozeroBasedOnString(int n) {  int ctr = 0; // Initialize counter to count zero bits  String binaryNumber = Integer.toBinaryString(n); // Convert integer 'n' to its binary representation  System.out.print("Binary representation of " + n + " is: " + binaryNumber); // Display binary representation  for (char ch : binaryNumber.toCharArray()) {  ctr += ch == '0' ? 1 : 0; // Increment counter for each '0' bit encountered  }  return ctr; // Return count of zero bits  }  public static void main(String[] args) {  Scanner in = new Scanner(System.in); // Create Scanner object to take user input  System.out.print("Input first number: "); // Prompt user to input a number  int n = in.nextInt(); // Read input number  System.out.println("\nNumber of zero bits: " + countBitsTozeroBasedOnString(n)); // Display count of zero bits  }  } |

Output:

![A number and a number

Description automatically generated with medium confidence](data:image/png;base64,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)

**164.** Write a Java program to divide the two given integers using the subtraction operator.

*Expected Output:*  
Input the dividend: 625  
Input the divider: 25  
Code:

|  |
| --- |
| import java.util.Scanner;  public class Code {  // Method to perform division using subtraction  public static float divide\_using\_subtraction(int dividend, int divider) {  if (divider == 0) {  return 0; // If the divider is zero, return 0 (division by zero error)  }    float result = 0; // Initialize the result variable to store the quotient    // Perform division using subtraction  while (dividend > divider) {  dividend -= divider; // Subtract the divider from the dividend  result++; // Increment the result (quotient)  }    float decimalPart = (float) dividend / (float) divider; // Calculate the decimal part of the quotient  result += decimalPart; // Add the decimal part to the result  return result; // Return the final result (quotient)  }  public static void main(String[] args) {  Scanner in = new Scanner(System.in); // Create Scanner object to take user input  System.out.print("Input the dividend: "); // Prompt user to input the dividend  int dividend = in.nextInt(); // Read input dividend    System.out.print("Input the divider: "); // Prompt user to input the divider  int divider = in.nextInt(); // Read input divider    System.out.println("\nResult: " + divide\_using\_subtraction(dividend, divider)); // Display the result of division  }  } |

Output:

![A white background with blue numbers

Description automatically generated](data:image/png;base64,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)

**165.** Write a Java program to move every positive number to the right and every negative number to the left of a given array of integers.

*Expected Output:*  
Original array: [-2, 3, 4, -1, -3, 1, 2, -4, 0]  
Result: [-4, -3, -2, -1, 0, 1, 2, 3, 4]

Code:

|  |
| --- |
| import java.util.\*;  public class Code {  // Method to split and sort an array  public static int[] split\_sorting\_array(int[] nums) {  // Check if the input array is null  if (nums == null) {  throw new IllegalArgumentException("Null array......!"); // Throw an exception for null array  }    boolean flag = true; // Initialize flag to indicate array status  while (flag) {  flag = false; // Set flag to false initially    // Iterate through the array to perform sorting  for (int j = 0; j < nums.length - 1; j++) {  if (nums[j] > nums[j + 1]) { // Check if the current element is greater than the next element  swap(nums, j, j + 1); // Swap the elements if they are in the wrong order  flag = true; // Set flag to true to indicate that swapping occurred  }  }  }  return nums; // Return the sorted array  }    // Method to swap elements in the array  private static void swap(int[] nums, int left, int right) {  int temp = nums[right]; // Store the value of the right index in a temporary variable  nums[right] = nums[left]; // Assign the value of left index to the right index  nums[left] = temp; // Assign the stored value to the left index  }    public static void main(String[] args) {  int[] nums = {-2, 3, 4, -1, -3, 1, 2, -4, 0}; // Initialize the input array  System.out.println("\nOriginal array: " + Arrays.toString(nums)); // Display the original array    int[] result = split\_sorting\_array(nums); // Obtain the result of split and sorting  System.out.println("\nResult: " + Arrays.toString(result)); // Display the result  }  } |

Output:

![A number and punctuation marks

Description automatically generated](data:image/png;base64,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)

**166.** Write a Java program to transform a given integer into String format.

*Expected Output:*  
Input an integer: 35  
String format of the said integer: 35

Code:

|  |
| --- |
| // Importing the required Java utilities package  import java.util.\*;  // Defining a class named Code  public class Code {    // Method to convert an integer to a string  public static String transform\_int\_to\_string(int n) {  boolean is\_negative = false; // Initializing a boolean variable to determine if the number is negative  StringBuilder tsb = new StringBuilder(); // Creating a StringBuilder object to store the transformed string    // Checking if the number is zero  if (n == 0) {  return "0"; // Returning "0" as the string representation if the number is zero  } else if (n < 0) {  is\_negative = true; // Setting the flag to true if the number is negative  }    n = Math.abs(n); // Converting the number to its absolute value    // Converting the integer to its string representation digit by digit  while (n > 0) {  tsb.append(n % 10); // Appending the least significant digit to the StringBuilder  n /= 10; // Removing the least significant digit from the number  }    // Appending a negative sign if the original number was negative  if (is\_negative) {  tsb.append("-");  }    // Reversing the StringBuilder and converting it to a string before returning  return tsb.reverse().toString();  }    // The main method of the program  public static void main(String[] args) {  Scanner in = new Scanner(System.in); // Creating a Scanner object to read input from the user    // Asking the user to input an integer  System.out.print("Input an integer: ");  int n = in.nextInt(); // Reading the integer input from the user    // Displaying the string format of the input integer by calling the transformation method  System.out.println("String format of the said integer: " + transform\_int\_to\_string(n));  }  } |

Output:

![A close-up of a text

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAsIAAABaCAYAAACyuDDeAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAAlVSURBVHhe7d1NkuQmGgBQ96zmfN555XN45aM4vPEZZ9fThIsxQwBCEiLJ5L0Ihaskfj6QhL6Ss6q/ff/hJwAA2My/vv4LAABbkQgDALAliTAAAFuSCAMAsCWJMAAAW5IIAwCwJYkwAABb+vbX779c+jvCP//2x9dXAADwfrwRBgBgSxJhAAC2JBEGAGBLEmEAALYkEQYAYEsSYQAAtiQRBgBgSxJhAAC2JBEGAGBLEmEAALYkEQYAYEsSYQAAtiQRBgBgSxJhAAC2JBHmtn//+ef/NgCAdyERvknyN4+5BgBG+vbX7798//r6lJ9/++Prq2O9Ccx/fv3166v3EMf1bnGPlp7fp+bCXK+rdH+3ztPReuAcAzCLN8LcFhKXuLGXWlJ7lOwCwAqmvBHOfcrbvU8Zxzsw12sK5yU/J2kSXDpfziUAq1g2Ec7LHD1cg1adoFSvFUvpWN5mSy3Os2p99sSc1h0VT3AmpuhsbLU+Snrq94z/qM+7/cSysczVGHvKvVI+zlTrGADMtPxHI8JDM08W8u9zpTrBUb0VtWI+OpYfX2X8M2IrtVfqN3Ulhiv9RLW6LfF4T/sAQNvyb4SjWDbdn9ev1QlqfbZiaR0Ljo6PEPpoxRakx9P9QTxWKz9Kz1zcia2n/ahWttVGLYZWbHf7CXr7inrKvFpr/MHRcQCY5S1+WS59YPY+PPNy8fs8EVldbbw985CW6Sk/01OxtZKsuK91DeT1arHd7Sfo7SsVy/SUnSmMNW5BT3xpnbQuAMyyfCJ85YG/WpLwCivPgfNzbw7eYf6uJraSYQBm8ufT3kBMKvKNutJ8he1IXuaoTtp2ul0Vktx3/EEhxp3HX5qLvGzcojvzBwBnSIQXJymYI0/E4halxzl2Zb7MMQCzSYQXlidi+UZdab7SLdf6gaNUPsrbzTcAYF3bJMKtRKfkTPmzbZ8lofrHE3Md28yT2Lit5unrDQB2sUUinCYOtcQmLdObaLwqSQrx7ZYM9c51LFebn1HzNqufXGz3qfZHifGduUeu1AGAO6b8HeHeh3b6AGw9FGvHjvqpPWCv1gtadVv1ehzFFaX91OYmaB07qye2vJ+7sbX6TOsdxdbqv2Z0ndY4W9I+r7Yx0uh5W2FMAOxjm49GtB6w+bHwfe8D+ckHdyuOJ/td1ZlzMnreQvKWJ3BP9HMktvtU+6O05qZm9TEB8Hle8i/LPSUmKh6onNFz3bi2AODz+KsRAABsSSIMX/KPPkS1/QDAe5MIs7304w4h6c23yMciAOCzSIThh1aSG45JggHg83zUL8sBAEAvb4QBANiSRBgAgC1JhAEA2JJEGACALUmEAQDYkkQYAIAtSYQBANiSvyOc+NR/RSwdV+QfiFjHKucnxuHa+NuI9eCpOR0RGwBv8ka4lCjQZ/e5W338M+Jz/3CVawf4dFPfCJcW1aO3GbHOjLceaXyf8Jbl08Zz1sxr54oZ5+fMHKw+X7ONOD9Pzelq1w7Xpecyas15qXzK+YJzprwRDjdu7eY9uqlnCgtI3D6JhXFtzs+aVl4PVo6Nfu/wXIRP93ginN7Q6eJtEQdgd7Vn4lEynNeLG3DO4x+NiDfzmRv0zE/Dabt5X3k7pRhqfbXibfXTqhfU+ouO6p+Rx3mkFFutbmsOgrxeWj4tW6pf6jNvP6r106PUzxWlPnvajvVGxRFdnYM8nrSdoxjzPkePKSqN7WxsUanembK5Wt1gxHxciS3WiWXSNs6Mv6Snfs+4j/q8208sG8tcjbGn3Ch5zKnWMeC8j/3zafliF5T23RHay9ts9TG6/1yMJ25RbX+qtb92LCod7+2n1P7R96nWsRlq/Yf9pXGkW1Tb/yqlOFpxlY6V2rir1t7Z2KKR8Y0e62ghvjzG0TGX2iv1m7oSw5V+olrdlni8p33g/Ux7Ixxc+Qk21u/9qT2V1umNo6e/Wj+tPmrHeuPqkcdVMyK2vK+jemf35e2l30el+qlSWyPV+u/Z3zIy3jNzkMcX69TGE9TaP9Nvj1Z74Vitn9qx2F7QirFnHK22eupfdTa2IJZtxRydib1WttVGLYZWbHf7CXr7inrKjNQaS3B0HDjn8TfC+aKTLipPyheJpxaNtN2ePp6MK7SVblFtf9Ba5NPvW+etVW+EWnuj+znjyryF/ekW1fa/Uh5fSRxb6Xjc17puRmnNWe1Yq84ZretgNWl8I2O9ex3k9WqxjbjeevtKxTI9Za8Kccct6OkrrZPWBc6Z8tGIcFOnN/bTN+6TC1ZqVj8z1MZyNMazc1Aq/87zeHXeVrZy7Ks+7Fc/3+98PY5yZw5mz9/V5+Oq9wesbOpnhMNiki8oM2/cUv+z5eP91IVr9FyHeSptvF7pvIRtpPRaOttHWj7dGKs0x2E7kpc5qpO2nW5XrfBciDHksZTGlZeNW3RnLmBHL/lluR1v3Hy8cYvS4/w/CztBvm4E+X2Uc+2sy5pYd2XsO88X3PHSvxqx043beiBbwOryB2O+8Xql85Juo5XaLt1frp25SnOcbrmra2Lebr4BnPHSRPiM1qK5uhh7adEO2wpq87vKvN+ZpyfHsPq8RavFM0rPdfGqe+xT5vyJccQ24xqYb6v51PsHmJAItxaQnsVlxUXxk6Tzm5+P9PvVzkOI7ej6eTLmd5m3GXNQOw9H5+eM0W2Naq82ByPjfZXea2fWdTDzekvFdp9qvyT21XsOgit1gMl/R7jm6MZttZHWvbN4tOTttfqpHTvq50zMvXrn40psvW1HpfI9+45ii2pxtOr3xl5zFNtR+6XxP6F3Dlrx1I7dnYNeV/o5qhOV5qCldw5CuXhsxDzcia3Uf09srT7TekextfqvGV2nNc6WtM+rbdSMnoPR8cEOHn8j3Loxw7GeG3eHmzssbkeL4lNa5+HVc383tifjvxvbLJ8wB622Wv2/KraR7b9S7zhCuVrZq3NRWhOf6OdIbPep9kta46yZGR98ksffCPPPT/CthaqnDMAnsCYCq3ibX5YDAICRJMIT5f+bL6rtB/hk1kTg1Xw0YpKehd3/AgR2YU0EVuCN8CStBT0cs+ADO7EmAivwRhgAgC15IwwAwJYkwgAAbEkiDADAliTCAABsSSIMAMCWJMIAAGxJIgwAwJYkwgAAbEkiDADAlr59/+HrawAA2IY3wgAAbEkiDADAliTCAABsSSIMAMCGfvrpvxAV47NALhjYAAAAAElFTkSuQmCC)

**167.** Write a Java program to move every zero to the right side of a given array of integers.

Original array: [0, 3, 4, 0, 1, 2, 5, 0]  
Result: [3, 4, 1, 2, 5, 0, 0, 0]

Code:

|  |
| --- |
| // Importing the required Java utilities package  import java.util.\*;  // Defining a class named Code  public class Code {    // Method to move all zeros in the array to the end  public static int[] move\_zero(int[] nums) {  // Checking if the input array is null  if (nums == null) {  throw new IllegalArgumentException("Null array!"); // Throwing an exception for a null array  }    boolean swap = true; // Initializing a boolean variable to track swapping operations    // Loop to move zeros to the end of the array  while (swap) {  swap = false; // Resetting the swap flag for each iteration    // Iterating through the array elements  for (int i = 0; i < nums.length - 1; i++) {  // Swapping non-zero elements with zeros to move zeros towards the end  if (nums[i] == 0 && nums[i + 1] != 0) {  swap(nums, i, i + 1); // Calling the swap method to perform the swap operation  swap = true; // Setting the swap flag to true after performing a swap  }  }  }    return nums; // Returning the modified array  }    // Private method to swap elements in the array  private static void swap(int[] nums, int a, int b) {  int temp = nums[a]; // Storing the value of nums[a] in a temporary variable  nums[a] = nums[b]; // Assigning the value of nums[b] to nums[a]  nums[b] = temp; // Assigning the value stored in the temporary variable to nums[b]  }    // The main method of the program  public static void main(String[] args) {  int[] nums = {0, 3, 4, 0, 1, 2, 5, 0}; // Initializing an array with integers    // Displaying the original array  System.out.println("\nOriginal array: " + Arrays.toString(nums));    // Calling the move\_zero method to move zeros to the end of the array  int[] result = move\_zero(nums);    // Displaying the resulting array after moving zeros to the end  System.out.println("\nResult: " + Arrays.toString(result));  }  } |

Output:

![A number and punctuation marks

Description automatically generated](data:image/png;base64,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)

**168.** Write a Java program to multiply two given integers without using the multiply operator (\*).

Input the first number: 25  
Input the second number: 5  
Result: 125

Code:

|  |
| --- |
| // Importing the required Java utilities package  import java.util.\*;  // Defining a class named Code  public class Code {    // Method to multiply two integers without using the multiplication operator  public static int multiply(int n1, int n2) {  int result = 0; // Initializing the variable to store the result of multiplication  boolean negative\_num = (n1 < 0 && n2 >= 0) || (n2 < 0 && n1 >= 0); // Checking if the result will be negative  boolean positive\_num = !negative\_num; // Determining if the result will be positive    n1 = Math.abs(n1); // Converting n1 to its absolute value to simplify multiplication    // Loop to perform multiplication without using the \* operator  for (int i = 0; i < n1; i++) {  // Handling the addition or subtraction based on the signs of the numbers  if (negative\_num && n2 > 0 || positive\_num && n2 < 0)  result -= n2; // Subtracting n2 from the result  else  result += n2; // Adding n2 to the result  }  return result; // Returning the final result of multiplication  }  // The main method of the program  public static void main(String[] args) {  Scanner in = new Scanner(System.in); // Creating a Scanner object to read input from the user    // Asking the user to input the first number  System.out.print("Input the first number: ");  int n1 = in.nextInt(); // Reading the first integer input from the user    // Asking the user to input the second number  System.out.print("Input the second number: ");  int n2 = in.nextInt(); // Reading the second integer input from the user    // Displaying the result of the multiplication by calling the multiply method  System.out.println("\nResult: " + multiply(n1, n2));  }  } |

Output:

![A number and number written on a white background

Description automatically generated](data:image/png;base64,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)

**169.** Write a Java program to reverse a sentence (assume a single space between two words) without reverse every word.

Input a string: The quick brown fox jumps over the lazy dog  
Result: dog lazy the over jumps fox brown quick The

Code:

|  |
| --- |
| // Importing the required Java utilities package  import java.util.\*;  // Defining a class named Code  public class Code {    // Method to multiply two integers without using the multiplication operator  public static int multiply(int n1, int n2) {  int result = 0; // Initializing the variable to store the result of multiplication  boolean negative\_num = (n1 < 0 && n2 >= 0) || (n2 < 0 && n1 >= 0); // Checking if the result will be negative  boolean positive\_num = !negative\_num; // Determining if the result will be positive    n1 = Math.abs(n1); // Converting n1 to its absolute value to simplify multiplication    // Loop to perform multiplication without using the \* operator  for (int i = 0; i < n1; i++) {  // Handling the addition or subtraction based on the signs of the numbers  if (negative\_num && n2 > 0 || positive\_num && n2 < 0)  result -= n2; // Subtracting n2 from the result  else  result += n2; // Adding n2 to the result  }  return result; // Returning the final result of multiplication  }  // The main method of the program  public static void main(String[] args) {  Scanner in = new Scanner(System.in); // Creating a Scanner object to read input from the user    // Asking the user to input the first number  System.out.print("Input the first number: ");  int n1 = in.nextInt(); // Reading the first integer input from the user    // Asking the user to input the second number  System.out.print("Input the second number: ");  int n2 = in.nextInt(); // Reading the second integer input from the user    // Displaying the result of the multiplication by calling the multiply method  System.out.println("\nResult: " + multiply(n1, n2));  }  } |

Output:

![A number on a white background

Description automatically generated](data:image/png;base64,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)

**170.** Write a Java program to find the length of the longest consecutive sequence in a given array of integers.

Original array: [1, 1, 2, 3, 3, 4, 5, 2, 4, 5, 6, 7, 8, 9, 6, -1, -2]  
7

Code:

|  |
| --- |
| // Importing the required Java utilities package  import java.util.\*;  // Defining a class named Code  public class Code {  // Method to find the length of the longest sequence in an array  public static int longest\_sequence(int[] nums) {  // Checking if the input array is null  if (nums == null) {  throw new IllegalArgumentException("Null array..!"); // Throwing an exception for a null array  }    // Checking if the array is empty  if (nums.length == 0) {  return 0; // Returning 0 if the array is empty  }    boolean flag = false; // Initializing a flag to track the presence of a sequence  int result = 0; // Initializing the variable to store the length of the longest sequence  int start = 0, end = 0; // Initializing variables to track the start and end of a sequence  // Loop to iterate through the array elements  for (int i = 1; i < nums.length; i++) {  // Checking if the current element is greater than the previous element  if (nums[i - 1] < nums[i]) {  end = i; // Updating the end of the sequence if the condition is met  } else {  start = i; // Updating the start of the sequence if the condition is not met  }    // Checking if the length of the current sequence is greater than the stored result  if (end - start > result) {  flag = true; // Setting the flag to indicate the presence of a longer sequence  result = end - start; // Updating the result with the length of the longer sequence  }  }    // Returning the length of the longest sequence  if (flag) {  return result + 1; // Adding 1 to the result if a sequence is found  } else {  return result; // Returning the result if no sequence is found  }  }  // The main method of the program  public static void main(String[] args) {  int[] nums = { 1, 1, 2, 3, 3, 4, 5, 2, 4, 5, 6, 7, 8, 9, 6, -1, -2 }; // Initializing an array    // Displaying the original array  System.out.println("\nOriginal array: " + Arrays.toString(nums));    // Finding and displaying the length of the longest sequence in the array  System.out.println(longest\_sequence(nums));  }  } |

Output:

![A number on a white background

Description automatically generated](data:image/png;base64,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)

**171.** Write a Java program to accept two strings and test if the second string contains the first one.

Input first string: Once in a blue moon  
Input second string: See eye to eye  
If the second string contains the first one? false

Code:

|  |
| --- |
| // Importing the required Java utilities package  import java.util.\*;  // Defining a class named Code  public class Code {    // Method to check if one string contains another string  public static boolean is\_str\_contains(String str1, String str2) {  // Checking if either of the input strings is null  if (str1 == null || str2 == null) {  throw new IllegalArgumentException("You can't pass null strings as input."); // Throwing an exception for null input strings  }    boolean ans = false; // Initializing a boolean variable to store the result    // Loop to iterate through the characters of str2  for (int i = 0; i < str2.length() - 1; i++) {  // Checking if the current character in str2 matches the first character of str1  if (str2.charAt(i) == str1.charAt(0)) {  // Loop to compare str1 with a substring of str2 starting from the current character  for (int j = 0; j < str1.length(); j++) {  // Checking if the characters of str1 match with the corresponding substring of str2  if ((i + j) < str2.length() && str1.charAt(j) == str2.charAt(i + j) && j == str1.length() - 1) {  ans = true; // Setting the result to true if str1 is found in str2  break; // Exiting the loop once the match is found  }  }  }  }    return ans; // Returning the result indicating whether str2 contains str1  }  // The main method of the program  public static void main(String[] args) {  Scanner scanner = new Scanner(System.in); // Creating a Scanner object to read input from the user    // Asking the user to input the first string  System.out.print("Input first string: ");  String str1 = scanner.nextLine(); // Reading the first string input from the user    // Asking the user to input the second string  System.out.print("Input second string: ");  String str2 = scanner.nextLine(); // Reading the second string input from the user    // Checking and displaying if the second string contains the first one  System.out.println("If the second string contains the first one? " + is\_str\_contains(str1, str2));  }  } |

Output:

![A close up of blue text

Description automatically generated](data:image/png;base64,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)

**172.** Write a Java program to get the number of elements in a given array of integers that are smaller than the integer in another given array of integers.

*Expected Output:*  
0  
3  
7

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.ArrayList;  import java.util.Arrays;  // Defining a class named Code  public class Code {    // The main method of the program  public static void main(String[] args) {  // Initializing arrays for main and query data  int[] main\_arra = {1, 2, 3, 4, 5, 6, 7, 8};  int[] query\_arra = {1, 4, 8};    // Getting the result by counting smaller numbers from the main array for query elements  ArrayList<Integer> result = count\_smaller\_number(main\_arra, query\_arra);    // Displaying the result  for (int i = 0; i < result.size(); i++) {  System.out.println(result.get(i));  }  }    // Method to count smaller numbers in the main array for query elements  public static ArrayList<Integer> count\_smaller\_number(int[] main\_arra, int[] query\_arra) {  // Initializing an ArrayList to store the result  ArrayList<Integer> result = new ArrayList<>();    // Sorting the main array in ascending order  Arrays.sort(main\_arra);    // Looping through the query array elements  for (int i = 0; i < query\_arra.length; i++) {  // Adding the count of smaller numbers for each query element to the result ArrayList  result.add(temp(main\_arra, query\_arra[i]));  }    return result; // Returning the result ArrayList  }    // Helper method to count smaller numbers in the main array  private static int temp(int[] main\_arra, int num) {  int ctr = 0; // Counter to track the number of smaller elements    // Looping through the main array  for (int i = 0; i < main\_arra.length; i++) {  // Checking if the current element in the main array is smaller than the given number  if (main\_arra[i] < num) {  ctr++; // Incrementing the counter for smaller numbers  } else {  break; // Exiting the loop if the current element is greater than or equal to the given number  }  }    return ctr; // Returning the count of smaller numbers  }  } |

Output:

![A white rectangular object with a black border

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATUAAACACAYAAABqb/52AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAALnSURBVHhe7d1BaipBFIZRfaO3PodOsg5n7kQycouZ+WzofjRG7ao2hOvPOVCkzAI+bllQbi9XG4AQf8a/ABFEDYgiakAUUQOiiBoQRdSAKKIGRBE1IIqoAVFEDYgiakAUUQOiiBoQRdSAKItPD52P+3HXb3c4jTuA32FSA6KIGhBF1IAoogZEETUgiqgBUUQNiCJqQBRRA6KIGhBF1IAoogZEETUgiqgBUUQNiCJqQJRyUfv7+fltAbQqFbVHARM2oFWZqM3D9fXx8X9NhA1oUe74OQ/Z4PYzwDMlojZNYUsBM60BS8pNareEDOhRNmpDzFonOIBJyajNpzNBA3qUi5qgAa8oFbX5cVPQgDXKTWpiBryiRNSWQubCAGhV+ju1we1ngGfKRG0+hQ0hm9bElAa0KDWpPQqXoAGttpercX/X+bgfd/12h9O4A/gd5b5TA3iFqAFRRA2IImpAFFEDoogaEEXUgCiiBkQRNSCKqAFRRA2IImpAFFEDoogaEKVU1OaPQ94+EgnQokzUHgVM2IAepSa14YXb+ZoIG9CqTNTuPdl9738Az7goAKKUjtp07DSxAa3KRW0I2bQGggb0KH/8nAcOYEm5qA2T2XxNhA1oUX5Sc/wEepSPGkAPUQOivMVFwcAxFGixvVyN+7vOx/2467c7nMbdsqWLAFEDWrzFRYGgAa3KTGoAP8FFARBF1IAoogZEETUgiqgBUUQNiCJqQBRRA6KIGhBF1IAoogZEETUgiqgBUUQNiFLi6aHWX4ryrhqwxKQGRHmLRyL9TgHQqvykJmhAD8dPIErpqJnSgF4mNSBK2aiZ0oA1TGpAlJJRM6UBa5nUgCjlomZKA15hUgOilIraNKUBrFVyUnP0BNYqFbUhZoIGvMJ3akAUUQOiiBoQRdSAKKIGRBE1IIqoAVFEDYgiakAUUQOiiBoQRdSAKKIGRBE1IMr2cjXuAd6eSQ2IImpAFFEDoogaEEXUgCCbzT/eBr05lmbcZQAAAABJRU5ErkJggg==)

**173.** Write a Java program to find the median of the numbers inside the window (size k) at each step in a given array of integers with duplicate numbers. Move the window to the array start.

Sample Output:  
{|1, 2, 3|, 4, 5, 6, 7, 8, 8} -> Return median 2  
{1, |2, 3, 4|, 5, 6, 7, 8, 8} -> Return median 3  
{1, 2, |3, 4, 5|, 6, 7, 8, 8} -> Return median 4  
{1, 2, 3, |4, 5, 6|, 7, 8, 8} -> Return median 5  
{1, 2, 3, 4, |5, 6, 7|, 8, 8} -> Return median 6  
{1, 2, 3, 4, 5, |6, 7, 8|, 8} -> Return median 7  
{1, 2, 3, 4, 5, 6, |7, 8, 8|} -> Return median 8  
Result array {2, 3, 4, 5, 6, 7, 8}

*Expected Output:*

Original array: [1, 2, 3, 4, 5, 6, 7, 8, 8]

Value of k: 3

Result:

2

3

4

5

6

7

8

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  import java.util.Arrays;  import java.util.LinkedList;  // Defining a class named Code  public class Code {    // The main method of the program  public static void main(String[] args) {  // Initializing an array and window size 'k'  int[] main\_array = {1, 2, 3, 4, 5, 6, 7, 8, 8};  int k = 3;    // Displaying the original array and value of 'k'  System.out.println("\nOriginal array: " + Arrays.toString(main\_array));  System.out.println("\nValue of k: " + k);  System.out.println("\nResult: ");    // Getting the result of the median sliding window operation  ArrayList<Integer> result = median\_slide\_window(main\_array, k);    // Displaying the result  for (int i = 0; i < result.size(); i++) {  System.out.println(result.get(i));  }  }    // Method to compute the median in a sliding window of size 'k'  public static ArrayList<Integer> median\_slide\_window(int[] main\_array, int k) {  ArrayList<Integer> result = new ArrayList<>();    // If 'k' is 0 or greater than the length of the array, return an empty result  if (k == 0 || main\_array.length < k) {  return result;  }    // PriorityQueues to store elements on the right and left side of the window  PriorityQueue<Integer> right\_num = new PriorityQueue<>(k);  PriorityQueue<Integer> left\_num = new PriorityQueue<>(k, Collections.reverseOrder());  // Adding elements to the queues for initial window  for (int i = 0; i < k - 1; ++i) {  add(right\_num, left\_num, main\_array[i]);  }  // Sliding the window and computing median  for (int i = k - 1; i < main\_array.length; ++i) {  add(right\_num, left\_num, main\_array[i]);  int median = compute\_median(right\_num, left\_num);  result.add(median);  remove(right\_num, left\_num, main\_array[i - k + 1]);  }    return result; // Returning the result containing medians of the sliding window  }  // Method to compute the median from the PriorityQueues  private static int compute\_median(PriorityQueue<Integer> right\_num, PriorityQueue<Integer> left\_num) {  if (left\_num.isEmpty() && right\_num.isEmpty()) {  return 0; // Return 0 if both queues are empty  }    // Balancing the queues to get the median  while (left\_num.size() < right\_num.size()) {  left\_num.add(right\_num.poll());  }  while (left\_num.size() - right\_num.size() > 1) {  right\_num.add(left\_num.poll());  }    return left\_num.peek(); // Returning the median element  }  // Method to add elements to the PriorityQueues maintaining the order  private static void add(PriorityQueue<Integer> right\_num, PriorityQueue<Integer> left\_num, int num) {  if (left\_num.isEmpty() && right\_num.isEmpty()) {  left\_num.add(num);  return;  } else {  if (num <= compute\_median(right\_num, left\_num)) {  left\_num.add(num);  } else {  right\_num.add(num);  }  }  }  // Method to remove elements from the PriorityQueues  private static void remove(PriorityQueue<Integer> right\_num, PriorityQueue<Integer> left\_num, int num) {  if (num <= compute\_median(right\_num, left\_num)) {  left\_num.remove(num);  } else {  right\_num.remove(num);  }  }  } |

Output:

![A white background with blue text

Description automatically generated](data:image/png;base64,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)

**174.** Write a Java program to find the maximum number inside the number in the window (size k) at each step in a given array of integers with duplicate numbers. Move the window to the top of the array.

Sample output:  
{|1, 2, 3|, 4, 5, 6, 7, 8, 8} -> Return maximum 3  
{1, |2, 3, 4|, 5, 6, 7, 8, 8} -> Return maximum 4  
{1, 2, |3, 4, 5|, 6, 7, 8, 8} -> Return maximum 5  
{1, 2, 3, |4, 5, 6|, 7, 8, 8} -> Return maximum 6  
{1, 2, 3, 4, |5, 6, 7|, 8, 8} -> Return maximum 7  
{1, 2, 3, 4, 5, |6, 7, 8|, 8} -> Return maximum 8  
{1, 2, 3, 4, 5, 6, |7, 8, 8|} -> Return maximum 8  
Result array {3, 4, 5, 6, 7, 8, 8}

*Expected Output:*

Original array: [1, 2, 3, 4, 5, 6, 7, 8, 8]

Value of k: 3

Result:

2

3

4

5

6

7

8

Code:

|  |
| --- |
| // Import necessary classes from java.util package  import java.util.\*;  import java.util.Arrays;  import java.util.LinkedList;  // Main class to demonstrate max sliding window  public class Main {  // Main method to execute the sliding window algorithm  public static void main(String[] args) {  // Sample array and value of k for testing  int[] main\_array = {1, 2, 3, 4, 5, 6, 7, 8, 8};  int k = 3;  // Display the original array and the value of k  System.out.println("\nOriginal array: " + Arrays.toString(main\_array));  System.out.println("\nValue of k: " + k);  System.out.println("\nResult: ");  // Call the method to find maximums in the sliding window  ArrayList result = max\_slide\_window(main\_array, k);  // Display the result  for (int i = 0; i < result.size(); i++) {  System.out.println(result.get(i));  }  }  // Method to find maximums in a sliding window  public static ArrayList max\_slide\_window(int[] main\_array, int k) {  // Initialize an ArrayList to store the result  ArrayList rst\_arra = new ArrayList();  // Checking for invalid inputs  if (main\_array == null || main\_array.length == 0 || k < 0) {  return rst\_arra;  }  // Using a Deque to store indexes of elements  Deque<Integer> deque\_num = new LinkedList<>();  // Processing the first k elements separately  for (int i = 0; i < k; i++) {  // Removing smaller elements from the Deque  while (!deque\_num.isEmpty() && main\_array[deque\_num.peekLast()] <= main\_array[i]) {  deque\_num.pollLast();  }  deque\_num.offerLast(i); // Adding the current index to the Deque  }  // Processing the rest of the elements  for (int i = k; i < main\_array.length; i++) {  rst\_arra.add(main\_array[deque\_num.peekFirst()]); // Adding the maximum from the window to result  // Removing elements that are out of the window range  if (!deque\_num.isEmpty() && deque\_num.peekFirst() <= i - k) {  deque\_num.pollFirst();  }  // Removing smaller elements from the Deque  while (!deque\_num.isEmpty() && main\_array[deque\_num.peekLast()] <= main\_array[i]) {  deque\_num.pollLast();  }  deque\_num.offerLast(i); // Adding the current index to the Deque  }  rst\_arra.add(main\_array[deque\_num.peekFirst()]); // Adding the maximum of the last window  return rst\_arra; // Returning the result ArrayList containing maximums  }  } |

Output:
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Description automatically generated](data:image/png;base64,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)

**175.** Write a Java program to delete a specified node in the middle of a singly linked list.

Sample Singly linked list: 10->20->30->40->50  
Delete the fourth node i.e. 40  
Result: 10->20->30->50  
*Expected Output:*

Original Linked list:

10->20->30->40->50

After deleting the fourth node, Linked list becomes:

10->20->30->50

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  import java.util.Arrays;  import java.util.LinkedList;  // ListNode class definition representing each node of the linked list  class ListNode {  int val;  ListNode next;  // Constructor to initialize the ListNode  ListNode(int val) {  this.val = val;  this.next = null;  }  }  // Main class Code  public class Code {  // Initializing the head of the linked list with a node containing value 10  public static ListNode head = new ListNode(10);  // Main method  public static void main(String[] args) {  // Creating a linked list with nodes containing values 20, 30, 40, 50  head.next = new ListNode(20);  head.next.next = new ListNode(30);  head.next.next.next = new ListNode(40);  head.next.next.next.next = new ListNode(50);  ListNode p = head; // Creating a reference 'p' to the head node  System.out.println("Original Linked list:");  printList(p); // Printing the original linked list  System.out.println("\nAfter deleting the fourth node, Linked list becomes:");  deleteNode(head.next.next.next); // Deleting the fourth node in the list  p = head; // Updating reference 'p' to the head node after deletion  printList(p); // Printing the updated linked list  }  // Method to delete a node from the linked list  public static void deleteNode(ListNode node) {  // Check if the node to be deleted is not the last node in the list  if (node.next != null) {  int temp = node.val;  node.val = node.next.val;  node.next.val = temp;  node.next = node.next.next; // Skip the next node effectively deleting the current node  } else {  // If the node to be deleted is the last node, traverse to the previous node and delete it  ListNode p = head;  while (p.next.val != node.val) {  p = p.next;  }  p.next = null; // Set the next of the previous node to null  }  }  // Method to print the linked list  static void printList(ListNode p) {  while (p != null) {  System.out.print(p.val); // Printing the value of the current node  if (p.next != null) {  System.out.print("->"); // Adding an arrow for non-last nodes  }  p = p.next; // Move to the next node  }  }  } |

Output:
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**176.** Write a Java program that partitions an array of integers into even and odd numbers.

*Expected Output*

Original array: [7, 2, 4, 1, 3, 5, 6, 8, 2, 10]

After partition the said array becomes: [10, 2, 4, 2, 8, 6, 5, 3, 1, 7]

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Code {    // Main method  public static void main(String[] args) {  int[] nums = {7, 2, 4, 1, 3, 5, 6, 8, 2, 10};    // Printing the original array  System.out.println("Original array: " + Arrays.toString(nums));    // Calling the partitionArray2 method to partition the array  int[] result = partitionArray2(nums);    // Printing the resulting array after partitioning  System.out.println("After partition the said array becomes: " + Arrays.toString(result));  }  // Method to partition the array based on odd and even numbers  public static int[] partitionArray2(int[] nums) {  int i = 0; // Initializing pointer i to the start of the array  int j = nums.length - 1; // Initializing pointer j to the end of the array    // Looping until pointers i and j meet or cross each other  while (i < j) {  // Moving pointer i until it finds an odd number  while (nums[i] % 2 == 0) {  i++;  }    // Moving pointer j until it finds an even number  while (nums[j] % 2 != 0) {  j--;  }    // Swapping the odd and even numbers if i is less than j  if (i < j) {  int temp = nums[i];  nums[i] = nums[j];  nums[j] = temp;  }  }    // Returning the partitioned array  return nums;  }  } |

Output:
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**177.** Write a Java program to get an updated binary tree with the same structure and value as a given binary tree.

*Expected Output:*

Original Treenode:

4

5

2

3

1

Clone of the said Treenode:

4

5

2

3

1

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Code {  // Main method  public static void main(String[] args) {  // Creating TreeNode instances  TreeNode t1 = new TreeNode(1);  TreeNode t2 = new TreeNode(2);  TreeNode t3 = new TreeNode(3);  TreeNode t4 = new TreeNode(4);  TreeNode t5 = new TreeNode(5);  // Creating a tree structure  t1.left = t2;  t1.right = t3;  t2.left = t4;  t2.right = t5;  // Printing the original TreeNode  System.out.println("Original Treenode:");  traverseTree(t1);  // Cloning the TreeNode and printing the clone  System.out.println("\nClone of the said Treenode:");  TreeNode result = cloneTree(t1);  traverseTree(result);  }  // Method to clone a given TreeNode  public static TreeNode cloneTree(TreeNode root) {  // Checking if the root is null  if (root == null) {  return null;  }  // Creating a duplicate TreeNode with the same value as the original root  TreeNode dup = new TreeNode(root.val);  // Recursively cloning left and right subtrees  dup.left = cloneTree(root.left);  dup.right = cloneTree(root.right);  return dup; // Returning the cloned TreeNode  }  // Method to traverse the TreeNode in post-order traversal (Left, Right, Root)  private static void traverseTree(TreeNode root) {  // Checking if the root is not null  if (root != null) {  // Traversing the left subtree  traverseTree(root.left);  // Traversing the right subtree  traverseTree(root.right);  // Printing the value of the current TreeNode  System.out.println(root.val);  }  }  }  // Definition of TreeNode class  class TreeNode {  public int val;  public TreeNode left, right;  // Constructor to initialize TreeNode with a value  public TreeNode(int val) {  this.val = val;  this.left = this.right = null;  }  } |

Output:

![A screenshot of a computer

Description automatically generated](data:image/png;base64,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)

**178.** Write a Java program to find the longest increasing continuous subsequence in a given array of integers.

*Expected Output:*

Original array: [10, 11, 12, 13, 14, 7, 8, 9, 1, 2, 3]

Size of longest increasing continuous subsequence: 5

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Code {  // Main method  public static void main(String[] args) {  // Initializing an array of integers  int[] nums = { 10, 11, 12, 13, 14, 7, 8, 9, 1, 2, 3 };    // Printing the original array  System.out.println("Original array: " + Arrays.toString(nums));    // Finding the size of the longest increasing continuous subsequence and printing it  System.out.println("Size of longest increasing continuous subsequence: " + longest\_seq(nums));  }  // Method to find the size of the longest increasing continuous subsequence  public static int longest\_seq(int[] nums) {  int max\_sequ = 0; // Initializing the variable to hold the maximum sequence length    // Handling the case when the array contains only one element  if (nums.length == 1)  return 1; // If only one element is present, the longest sequence is of length 1  // Looping through the array to find the longest increasing or decreasing sequence  for (int i = 0; i < nums.length - 1; i++) {  int ctr = 1; // Counter to track the sequence length  int j = i; // Initializing j to the current index i    // Checking for an increasing sequence  if (nums[i + 1] > nums[i]) {  while (j < nums.length - 1 && nums[j + 1] > nums[j]) {  ctr++; // Incrementing the counter for each increasing element  j++;  }  }  // Checking for a decreasing sequence  else if (nums[i + 1] < nums[i]) {  while (j < nums.length - 1 && nums[j + 1] < nums[j]) {  ctr++; // Incrementing the counter for each decreasing element  j++;  }  }    // Updating the maximum sequence length encountered so far  if (ctr > max\_sequ) {  max\_sequ = ctr;  }    // Moving the index i ahead by the sequence length minus 2 to avoid rechecking elements  i += ctr - 2;  }    return max\_sequ; // Returning the size of the longest sequence found  }  } |

Output:

![A close-up of a number

Description automatically generated](data:image/png;base64,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)

**179.** Write a Java program to add one to a positive number represented as an array of digits.

Sample array: [9, 9, 9, 9] which represents 9999  
Output: [1, 0, 0, 0, 0].

*Expected Output:*

Original array: [9, 9, 9, 9]

Array of digits: [1, 0, 0, 0, 0]

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Code {  // Main method  public static void main(String[] args) {  // Initializing an array of integers  int[] nums = {9, 9, 9, 9};    // Printing the original array  System.out.println("Original array: " + Arrays.toString(nums));    // Printing the array of digits after adding one to the input array  System.out.println("Array of digits: " + Arrays.toString(plus\_One\_digit(nums)));  }    // Method to add one to the last digit of the input array  public static int[] plus\_One\_digit(int[] digits\_nums) {  // Looping through the array from the end to the start  for (int i = digits\_nums.length - 1; i > -1; --i) {  // Checking if the digit is not 9  if (digits\_nums[i] != 9) {  digits\_nums[i] += 1; // Incrementing the digit by 1    // Setting the digits after the incremented digit to 0  for (int j = i + 1; j < digits\_nums.length; ++j) {  digits\_nums[j] = 0;  }    return digits\_nums; // Returning the updated array  }  }    // If all digits are 9, creating a new array with an additional digit for carrying over 1  int[] result = new int[digits\_nums.length + 1];  result[0] = 1; // Setting the first digit to 1    return result; // Returning the new array with the carried over 1  }  } |

Output:
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Description automatically generated](data:image/png;base64,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)

**180.** Write a Java program to swap two adjacent nodes in a linked list.

*Expected Output:*

Original Linked list:

10->20->30->40->50

After swiping Linked list becomes:

20->10->40->30->50

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Code {  // Main method  public static void main(String[] args) {  // Creating a linked list  ListNode l = new ListNode(10);  l.next = new ListNode(20);  l.next.next = new ListNode(30);  l.next.next.next = new ListNode(40);  l.next.next.next.next = new ListNode(50);    // Printing original linked list  System.out.println("\nOriginal Linked list:");  printList(l);    // Swapping pairs of nodes in the linked list  ListNode p = swap\_Pairs(l);    // Printing linked list after swapping pairs  System.out.println("\n\nAfter swapping, Linked list becomes:");  printList(p);  }    // Method to swap pairs of nodes in a linked list  public static ListNode swap\_Pairs(ListNode head) {  ListNode temp = new ListNode(0); // Creating a temporary node  temp.next = head; // Setting temp node's next to the head of the original linked list  head = temp; // Assigning head to temp    // Swapping pairs using iterative approach  while (head.next != null && head.next.next != null) {  ListNode a = head.next;  ListNode b = head.next.next;  head.next = b;  a.next = b.next;  b.next = a;  head = a;  }  return temp.next; // Returning the modified linked list  }  // Method to print the linked list  static void printList(ListNode p) {  while (p != null) {  System.out.print(p.val); // Printing node value  if (p.next != null) {  System.out.print("->"); // Adding "->" if more nodes are present  }  p = p.next; // Moving to the next node  }  }  }  // Definition of ListNode class  class ListNode {  int val;  ListNode next;  ListNode(int x) {  val = x;  }  } |

Output:
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Description automatically generated](data:image/png;base64,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)

**181.** Write a Java program to find the length of the last word in a given string. The string contains upper/lower-case alphabets and empty space characters like ' '.

Sample Output:

Original String: The length of last word

Length of the last word of the above string: 4

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Code {  // Main method  public static void main(String[] args) {  // Initializing a string  String str1 = "The length of last word";  // Printing the original string  System.out.println("Original String: " + str1);  // Printing the length of the last word of the string  System.out.println("Length of the last word of the above string: " + length\_Of\_last\_word(str1));  }  // Method to calculate the length of the last word in a string  public static int length\_Of\_last\_word(String str1) {  int length\_word = 0; // Initializing the variable to store the length of the last word  String[] words = str1.split(" "); // Splitting the string into words based on spaces    // Checking if words exist in the array after splitting  if (words.length > 0) {  // Assigning the length of the last word to the variable  length\_word = words[words.length - 1].length();  } else {  length\_word = 0; // If no words are present, setting the length to 0  }    return length\_word; // Returning the length of the last word  }  } |

Output:

![A close up of a text

Description automatically generated](data:image/png;base64,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)

**182.** Write a Java program to check if two binary trees are identical. Assume that two binary trees have the same structure and every identical position has the same value.

Sample Output:

Comparing TreeNode a and TreeNode b:

false

Comparing TreeNode b and TreeNode c:

true

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Code {  // Main method  public static void main(String[] args) {  // Creating TreeNode 'a'  TreeNode a = new TreeNode(1);  a.left = new TreeNode(2);  a.right = new TreeNode(3);  a.left.left = new TreeNode(4);    // Creating TreeNode 'b'  TreeNode b = new TreeNode(1);  b.left = new TreeNode(2);  b.right = new TreeNode(3);  b.left.right = new TreeNode(4);    // Creating TreeNode 'c'  TreeNode c = new TreeNode(1);  c.left = new TreeNode(2);  c.right = new TreeNode(3);  c.left.right = new TreeNode(4);    // Comparing TreeNode 'a' and TreeNode 'b'  System.out.println("\nComparing TreeNode a and TreeNode b:");  System.out.println(is\_Identical\_tree\_node(a, b));    // Comparing TreeNode 'b' and TreeNode 'c'  System.out.println("\nComparing TreeNode b and TreeNode c:");  System.out.println(is\_Identical\_tree\_node(b, c));  }  // Method to check if two TreeNode objects are identical  public static boolean is\_Identical\_tree\_node(TreeNode a, TreeNode b) {  // Write your code here  if (a == null && b == null) return true;  if (a == null || b == null) {  return false;  }  if (a.val != b.val) return false;  return is\_Identical\_tree\_node(a.left, b.left) &&  is\_Identical\_tree\_node(a.right, b.right);  }  }  // Definition of TreeNode class  class TreeNode {  public int val;  public TreeNode left, right;  // Constructor to initialize TreeNode object with a value  public TreeNode(int val) {  this.val = val;  this.left = this.right = null;  }  } |

Output:

![A screenshot of a computer

Description automatically generated](data:image/png;base64,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)

**183.** Write a Java program to accept a positive number and repeatedly add all its digits until the result has only one digit.

*Expected Output:*

Input a positive integer: 25

7

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Code {  // Main method  public static void main(String[] args) {  // Creating Scanner object for user input  Scanner in = new Scanner(System.in);    // Prompting user to input a positive integer  System.out.print("Input a positive integer: ");    // Reading the input value provided by the user  int n = in.nextInt();    // Checking if the input is a positive integer  if (n > 0)  // Printing the result of add\_digits\_until\_one method if the input is positive  System.out.println(add\_digits\_until\_one(n));  }  // Method to add digits of a number until the result becomes a single digit  public static int add\_digits\_until\_one(int n) {  // Loop to keep adding digits until the number becomes a single digit  while (n > 9) {  int sum\_digits = 0;    // Loop to extract digits and calculate their sum  while (n != 0) {  sum\_digits += n % 10; // Adding the last digit to sum  n /= 10; // Removing the last digit  }  n = sum\_digits; // Assigning the sum to 'n' for next iteration  }  return n; // Returning the single-digit sum  }  } |

Output:

![A close-up of a word

Description automatically generated](data:image/png;base64,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)

**184.** Write a Java program to find the length of the longest consecutive sequence path in a given binary tree.  
Note: The longest consecutive path need to be from parent to child.
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*Expected Output:*

Length of the longest consecutive sequence path: 4

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // TreeNode class definition  class TreeNode {  public int val;  public TreeNode left, right;  // TreeNode class constructor  public TreeNode(int val) {  this.val = val;  this.left = this.right = null;  }  }  // Main class Code  public class Code {  // Main method  public static void main(String[] args) {  // Creating the tree nodes and constructing the binary tree  TreeNode a = new TreeNode(1);  a.right = new TreeNode(3);  a.right.left = new TreeNode(2);  a.right.right = new TreeNode(4);  a.right.right.right = new TreeNode(5);  a.right.right.right.right = new TreeNode(6);  // Printing the length of the longest consecutive sequence path  System.out.println("Length of the longest consecutive sequence path: " + longest\_Consecutive(a));  }  // Method to find the longest consecutive sequence path in a binary tree  public static int longest\_Consecutive(TreeNode root) {  // Base case: if the root is null, return 0  if (root == null) {  return 0;  }  // Compute the result by recursively traversing the tree  int result = diffn(root, 1) + diffn(root, -1);  return Math.max(result, Math.max(longest\_Consecutive(root.left), longest\_Consecutive(root.right)));  }  // Helper method to compute the depth of the consecutive sequence path  private static int diffn(TreeNode tnode, int diff) {  // Base case: if the tree node is null, return 0  if (tnode == null) {  return 0;  }  // Initialize depths for left and right subtrees  int left\_depth = 0, right\_depth = 0;  // Check if there exists a consecutive sequence path in left and right subtrees  if (tnode.left != null && tnode.val - tnode.left.val == diff) {  left\_depth = diffn(tnode.left, diff) + 1;  }  if (tnode.right != null && tnode.val - tnode.right.val == diff) {  right\_depth = diffn(tnode.right, diff) + 1;  }  // Return the maximum depth among left and right consecutive sequence paths  return Math.max(left\_depth, right\_depth);  }  } |

Output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAvMAAAAxCAYAAABXuiZBAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAAb2SURBVHhe7dxBktU4DIDhZlZzPpZsOAc7bkKx4oqzYzC0qjQaWbYcJ89O/q8qRZPYliw7jfsNzIefv7wBAAAA2M5f778CAAAA2Ez3J/M/vn56/yrv45dv718BAAAAmIVP5gEAAIBNcZgHAAAANsVhHgAAANgUh3kAAABgUxzmAQAAgE1xmAcAAAA2xWEeAAAA2BSHeQAAAGBTHOYBAACATXGYBwAAADbFYR4AAADYFId5AAAAYFMc5gEAAIBNcZgHAAAANvXh5y/vX4d+fP30/lXexy/f3r9Cj7+/f//96z+fP//+dXWSr/aK3Feum1ejYpc1Blah3yXeH6BttzMF8vhk/kK1A93OrpjTHeuGPPbB/bCmwDjeH4glD/Nlg95tk97xpdNzKj/x62uWu9TtrPo8xR3fn6djTYFxvD//Veoh1xPxyTwO43AK4Cr8UAxA4wcbDvMAAADAtpb8B7DyU1b2kxf701nU38bQfVtxWz8FemO26JhHchvh5dkTx+Y5yyvqZmPOnpOVqZ1Xj1q/mTWwvP62z8z5tPLReuL26s1PZNpLW3mu+7bmkM2rsH1a7UVvLDsfzXvmjVvT0682nygv0ZO7iMY5wptXK9ZIbl4cYfv31KUWM5ObHUv3jfoJG6voiSd6YmRE8ykyuQnbp9bOo/tGuUV5aaVPb9sr6bnZeT7JbT6Z15tTlHvefc1rE/VpjTdTNrcRtfFqsfUlavdfxcsjyst75o3xCrUcWvl5z1vts7w+Xlyt9mwk/hmy+UX3ozl5z1vtPdk+5V7UpxiJdSejdcsaqfNIbtGzmUZyK7w2PX08mfvlXivOiNq4tVhRDrPz83LriSFtZudzlOTzxMO7dYtP5mvto3HsppQ2+n5tvEI/i/qIKBdrJLcR2fnYvGpm5CYkZs+YNj/pU5tPURs/E3dEz/i1vHvmI+R5b59snN77ReuZd19EfWeRGIU3L++e0M9a42jyvKePvV+UZ7X7RWasopVHZrzeWLXnkd6xi0xu2fujovHKsxk5F/Ks6O3XM97MsYS00fdb/bx4vTnU7o/SeRV63CiWl3Ohx4ue9+Rfy60VQ/S2u5qtQaYmd7P9J/PR4tkFrtF9ezaBbdPTZ1Q2t17Ry6l/b9vpS9Tuv5LNzzNj75xlZH0s3c6boxXF0c6oW09+Z4rqXdh7r1gfj9dvdH2yNVjZSK6jdZvNiz+SW2s9Z5lRN903yrU1J3tvRm4jbLwolpdbUbt/lB63N4a0OyunEdHaPtHj/wHsyhvhitxqMXZ+Qe70co+uz8o1OOMPz1mydbtyfa6q28p7526uWNPV13Mkv5XndNfcVt9HT3ervzPvXWew454VB9fQ+0VfT2Pn3KqBrpW+avQfBj3t8cdo3XRbfT2F1M3OWX5fO5zoWulrpjuuqZdXuVbg5VWuVXi5lQs+qU3tHX4i/teUCa1vwGws7OjKfV3GsuPZePg/6nY/rCkK1jtH6mXfnae7zWFevjHWrhmil25WDFzP7hV73d3ovrZ1slfEa8cfam2Zuum23vVk0fxtnew1mzf2jmvq5aOvV/Ly0der6HVeKa8dlNrZS3j37o5P5jvJpvBeuHL1Wm1z1fLZJc+7O3t9ZBxvT5frCpk4Z++D7Phnr0/krPWZkXtmjDNrJTWSGFesyxFXvXMjdVipdquvo9XK98i6X1WL3Wr+NNsf5u03a2uVDXjVN+leOh9bI/37V+d9ZvyV987K6zNatyP1PHueUb0Le+/K9cnWbXR9sjXQ9LOonTajNjON1m1EdqyR3Gp9emPrdlGfK+um94w3rr13ZW41OobOP1L6tHLrHWsGyeWKerWUedcu4d27u6X/P/MRvUgjm176ZJ6NxNGi/t58snlnzZrPjFwiZ9btaA16teIUM3K7qgZX9dGi/q2+PbL5HalB5tmRODVen+LKWEXUV/drxShaccpz+bXmyFwyRuKc0aeYEetIbqPPambkNuJIDVpqOUb9dR9pF+UQ1UHHidq9Ws9c7uoWf82mLFxt8a5c1LKR9Ka3Vttgq9St5cxcVq7BKrl5+3oktyjnnvn0tDmijJ/JPdt+VDRWFH8kt5F+9n40htXbboboe7OIcp+ZazRWFD+bm3c/GkfY560+0fOo34hsrGz7M0Txj+R2df5XxUPekp/Mr0j+IIg2c08bYCXsa+CZeK/nop54Jf4BLAAAALApDvNJ8tO3VbsP7IB9DQDAnvhrNgk9Bxv+Ext2w74Gnkfee97tOagnXolP5hOil7Q84yXGjtjXAADsi0/mAQAAgE3xyTwAAACwKQ7zAAAAwKY4zAMAAACb4jAPAAAAbIrDPAAAALApDvMAAADApjjMAwAAAJviMA8AAABsisM8AAAAsKW3t38BANA9kjxnf+0AAAAASUVORK5CYII=)

**185.** Write a Java program to check if two strings are isomorphic or not.

*Expected Output:*

Is abca and zbxz are Isomorphic? true

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Code {  // Main method  public static void main(String[] args) {  // Declaring and initializing two strings  String str1 = "abca";  String str2 = "zbxz";    // Printing if the two strings are isomorphic or not  System.out.println("Is " + str1 + " and " + str2 + " are Isomorphic? " + is\_Isomorphic(str1, str2));  }  // Method to check if two strings are isomorphic  public static boolean is\_Isomorphic(String str1, String str2) {  // Check for invalid inputs or unequal lengths of strings  if (str1 == null || str2 == null || str1.length() != str2.length())  return false;    // Creating a HashMap to store character mappings  Map<Character, Character> map = new HashMap<>();    // Loop through each character in the strings  for (int i = 0; i < str1.length(); i++) {  char char\_str1 = str1.charAt(i), char\_str2 = str2.charAt(i);    // If the mapping for str1 character already exists  if (map.containsKey(char\_str1)) {  // Check if the mapping matches with the corresponding character in str2  if (map.get(char\_str1) != char\_str2)  return false;  } else {  // If no mapping for str1 character exists, check if str2 character is already mapped to another str1 character  if (map.containsValue(char\_str2))  return false;    // Create a new mapping for str1 character to str2 character  map.put(char\_str1, char\_str2);  }  }    // If no discrepancies found, return true (strings are isomorphic)  return true;  }  } |

Output:
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Description automatically generated](data:image/png;base64,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)

**186.** Write a Java program to check if a number is a strobogrammatic number. The number is represented as a string.

According to Wikipedia "A strobogrammatic number is a number whose numeral is rotationally symmetric, so that it appears the same when rotated 180 degrees. In other words, the numeral looks the same right-side up and upside down (e.g., 69, 96, 1001). A strobogrammatic prime is a strobogrammatic number that is also a prime number, i.e., a number that is only divisible by one and itself (e.g., 11). It is a type of ambigram, words and numbers that retain their meaning when viewed from a different perspective, such as palindromes."  
The first few strobogrammatic numbers are:  
0, 1, 8, 11, 69, 88, 96, 101, 111, 181, 609, 619, 689, 808, 818, 888, 906, 916, 986, 1001, 1111, 1691, 1881, 1961, 6009, 6119, 6699, 6889, 6969, 8008, 8118, 8698, 8888, 8968, 9006, 9116, 9696, 9886, 9966, ...

*Expected Output:*

Is 9006 is Strobogrammatic? true

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class  public class Main {  // Main method  public static void main(String[] args) {  // Declaring and initializing a string  String n = "9006";  // Printing if the string is Strobogrammatic or not  System.out.println("Is " + n + " is Strobogrammatic? " + is\_Strobogrammatic(n));  }  // Method to check if the given string is Strobogrammatic  public static boolean is\_Strobogrammatic(String n) {  // Check for null or empty string  if (n == null || n.length() == 0) {  return true;  }  // Create a HashMap to store Strobogrammatic pairs  Map<Character, Character> map = new HashMap<>();  map.put('0', '0');  map.put('1', '1');  map.put('8', '8');  map.put('6', '9');  map.put('9', '6');  // Use two pointers to traverse the string from both ends  int left = 0;  int right = n.length() - 1;  // Continue until the left pointer is less than or equal to the right pointer  while (left <= right) {  // Check if the characters at the current positions are valid Strobogrammatic pairs  if (!map.containsKey(n.charAt(right)) || n.charAt(left) != map.get(n.charAt(right))) {  return false;  }  // Move the pointers towards the center  left++;  right--;  }  // If the loop completes, the string is Strobogrammatic  return true;  }  } |

Output:
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Description automatically generated](data:image/png;base64,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)

**187.** Write a Java program to find the index of the first non-repeating character in a given string.

*Expected Output:*

Index of first non-repeating character in 'google' is: 4

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Main {  // Main method  public static void main(String[] args) {  // Declaring and initializing a string  String str1 = "google";  // Printing the index of the first non-repeating character in the given string  System.out.println("Index of first non-repeating character in '" + str1 + "' is: " + first\_unique\_character(str1));  }  // Method to find the index of the first non-repeating character in the given string  public static int first\_unique\_character(String str1) {  // Creating a HashMap to store character frequencies  HashMap<Character, Integer> map = new HashMap<>();  // Iterating through the string to count character occurrences and store in the map  for (int i = 0; i < str1.length(); ++i) {  char chr = str1.charAt(i);  // Incrementing the count if character already exists, else adding the character with count 1  map.put(chr, map.containsKey(chr) ? map.get(chr) + 1 : 1);  }  // Iterating through the string to find the first non-repeating character  for (int i = 0; i < str1.length(); ++i) {  if (map.get(str1.charAt(i)) < 2) {  // Returning the index of the first non-repeating character  return i;  }  }  // If no non-repeating character found, returning -1  return -1;  }  } |

Output:

![A close-up of a logo

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA3oAAABZCAYAAABog1Z9AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAAjmSURBVHhe7d1Bkts2FgBQezY9x9FZsswm58guN0lllePoOrPzFGKhBsXBB0GQoijovSqWu0kA/wMk1Potl/39fr//uN1u3wAAAJjDvx5/AgAAMAmFHgAAwGQUegAAAJNR6AEAAExGoQcAADAZhR4AAMBkFHoAAACTUegBAABMRqEHAAAwGYUeAADAZBR6AAAAk1HoAQAATEahBwAAMBmFHgAAwGQUegAAAJNR6AEAAExGoQcAADAZhR4AAMBkFHoAAACT+X6/33/cbrfHt33+/uPXx1fb/fL7n4+vAAAAOMLX19fjq598ogcAADAZhR4AAMBkFHoAAACTUegBAABMRqEHAAAwGYUeAADAZBR6AAAAk1HoAQAATEahBwAAMBmFHgAAwGQUegAAAJNR6AEAAExGoQcAADCZ7/f7/cftdnt82+fvP359fLXdL7//+fjqPfz7r7/++fM/v/32z5+fJM+99Ix12BKnbPuJ9wSyT90Ln/ya/Amu/Fx/+p5beuYanLXWn3pPmdfX19fjq598okdV9MJ+tLPinGGmuXAuzw6jPDsARC5d6KUfYD0HxyrXNP2GqzyOdFacM3gOGeXZYZRnhzO8+8/nT5ReG/LBZ/OJHqGzXtC3xPHDBn6yF5iR55ozzfi8Ke4oXbrQKzdguQmj8wAAALzZP8aSf0vRKu6WbcrfbKwVha3fgkR9l3162tXabMmzV20+PWPnfkflEemNU5tH0uq3HHs5Rk/fUq19lFfN2hzXtOazNnbvfJI9cbZoxUlasUbaPjtOtuyTLftG7WrKvr3jl3Kf3KYcY21Oa3mu9d+iFqs2/jPmszVO0oq1JU6p1m/ZJxq7pjWvrGceuc2WvltEcxrN7ai8lrbGiOaV1cao9VmLdVSfUqt/7juyBj19krJfb59e0dxH5pNsmdPRc1nK+aU45dd8jo/5x1jSA77ckMvvS61rkVqfWtyk3GitWEdtyChGLb98bnktOj8qGi86f5TamFGcrefPlvJY5tLKrTWftX7L6632e9TGjWJFbddyi9pE/aK2Uftk9NpZavlfJeco1lp+y+tr7SOta0ntetTn6BxafbaqjZXO9cSI+r5aLf9n5ZV+PudjzUgOUZ/aHLMj+xytFqeVV2nLWp9lz3rmNj1tR+Wxr7RmvN60n+hluW15ftm/59re81nt+lqfrfJ4SS1OEp1v2ZvfUXF61msZa8s61MZN13ritdrsEc0nmksSXevtk/TEGRHFSdbyjnKu5dUTp3e8VpwkXV/LoXU9Grelp28ZP8ltW3lF11p9Rq3l0cotydfXcquNlUT9ojhJK9bWOMnIeEnuF10vRW1bY5R5JWWb8lpP/C165hXl9sy8ekU5tHK7cp+l3LbVLmrT0/dse+aTpGtr88n9k2fNfZljz7yYz0f99wrlwx096CObr7V58rly3Jp8fa3dVq35lN8v25VHFp0fFY0XnT/KcsyRGM/Ia1SZS5TXyHOw1BPnCK38spxn7Vo+15pLEsUp++2JU+uTROdfocylJ69lm6PnUq5lbey1eOX1LW1La/2SZZtWn61x9q5Bjz3Pdbbse0ReRylzuWpeSZRb6xkovy/bjfQptfrslWPWxsznorzeUc/a5TZHrnOpteZ8tmkLva0P+1mbo4zTeqHeKxrvrHlexch8r/wDaOt8Rp+Ds56T2eJc2ZXXYCQ3z+h55HaOaC6tOY70Ydye9wfuCa/gv1fYIW342rFmudlt/vOlNW/dhy33k3gvpGNE7f4ktfHTcbRajHSsqfVJx7ta5v7Oc0nKe1IeI6JnNKnFSMer1XJKx6jWGnDt/XNGbmnM2vGOyuf8anPJediL1Cj0oFB743KlF3Sua6ZnZO1NzTu+oTjr/sz0HDDmyvtnxr19lrQ2y/VZrt/Zcmz3jYhCb4e86aMjstyYr3yRoK52H92nWLley+NItfHL4yi1sctjqXw2etpfXetZf/f5LO/NkfO5+nNQy6k8OMaV98+ZuZXPVu14V7U5tNb1DCn+8shq5/gcCr2GZ2yKaMyjY50V5xNs+YF0tfX1HMSesQZ73rxc5Z7kPMo3M+XxDGfN/Vn5L43E2bMGV3l22Ld/ovvYur9b+uzJjbot69a6j/AsH1/o5U263ICtDRn1yXo2cx7j6BfXcrzWnI6OO4Oe+xa52nrO9hzkPKN7tPXeRWvwjDhrfd7lHjxDOffaOm1d76167s8RWnH2rEHvs3P0c82xWs9A+X3ZbqTPWWZ83vbmnPsfPfe01tGR1c7xOS79/+j1bojy4c19ag90dC2Kk9pt7ZO14ifl9ej8qJHcStGcj9YbZ20+yXKMkTkctW41e9eyNZ/o2sh8RuKMGBlrz3wiZ/XJovm2+pd9euIsY+Q+rbyjPpFoHiO2xnrGfLKyXytOZCROstavlUOrb20+kVqMkTUY0bNu0Zq9Mu/InrWOXLlPsuw3Eucsr5hP2f+sueeYr1xrzvdR/49er9omWNsY6XrUpna+tcnL73tegNZszY2fWmvTs25XW9uUT5TT1XLtcfR8WmNtjTPSp9TT5krS69QRr1XJ3rXrcUaMZDTOaL9k7Xq2JwbHqu2fkfsz0mfNUXv7Gbm9UivnnvnkNu84d97bpT/RA9gjv2Hxw7Vfz5pZV6i78v6xt2F+PtEDAACYnEIPgP+Tf7O/FJ0H/ufK+8fehs/hr24C08pvXPw1pG163vBZU6i78v6xt2Fu/uomAE2tN3rpmjeCELvy/rlybsDxfKIHAADw5nyiBwAAMDmFHgAAwGQUegAAAJNR6AEAAExGoQcAADAZhR4AAMBkFHoAAACTUegBAABMRqEHAAAwGYUeAADAZL7f7/cft9vt8S0AAADvzid6AAAAk1HoAQAATEahBwAAMBmFHgAAwGQUegAAAJNR6AEAAExGoQcAADAZhR4AAMBkFHoAAACTUegBAABMRqEHAAAwGYUeAADAZBR6AAAAk1HoAQAATEahBwAAMBmFHgAAwGQUegAAAJNR6AEAAExGoQcAADAZhR4AAMBkFHoAAABT+fbtv+57xm0m+kXcAAAAAElFTkSuQmCC)

**188.** Write a Java program to find all the start indices of a given string's anagrams in another given string.

*Expected Output:*

Original String: zyxwyxyxzwxyz

Starting anagram indices of xyz: [0, 6, 10]

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class  public class Main {  // Main method  public static void main(String[] args) {  // Declaring and initializing two strings  String str1 = "zyxwyxyxzwxyz";  String str2 = "xyz";  // Printing the original strings  System.out.println("Original String: " + str1);  System.out.println("Starting anagram indices of " + str2 + ": " + find\_Anagrams(str1, str2));  }  // Method to find the starting indices of anagrams of str2 in str1  public static List<Integer> find\_Anagrams(String str1, String str2) {  // Creating a list to store starting indices of anagrams  List<Integer> list = new ArrayList<>();  // Check if str1 is smaller than str2 or str2 is empty  if (str1.length() < str2.length() || str2.length() < 1) {  return list;  }  // If str1 is the same as str2, add 0 as the starting index  if (str1.equals(str2)) {  list.add(0);  return list;  }  // Creating a HashMap to store character frequencies in str2  HashMap<Character, Integer> map = new HashMap<>();  for (char c : str2.toCharArray()) {  if (map.containsKey(c)) {  map.put(c, map.get(c) + 1);  } else {  map.put(c, 1);  }  }  // Variables to track lengths and count of correct characters  int str2\_length = str2.length();  int current\_length = 0;  int correct\_chars = 0;  // Looping through str1 to find anagrams of str2  for (int i = 0; i < str1.length(); ++i) {  current\_length++;  if (map.containsKey(str1.charAt(i))) {  int ctr = map.get(str1.charAt(i));  if (ctr > 0) {  correct\_chars++;  }  map.put(str1.charAt(i), ctr - 1);  }  if (current\_length == str2\_length) {  int begin\_pos = i - str2\_length + 1;  if (correct\_chars == str2\_length) {  list.add(begin\_pos);  }  if (map.containsKey(str1.charAt(begin\_pos))) {  int ctr = map.get(str1.charAt(begin\_pos));  if (ctr >= 0) {  correct\_chars--;  }  map.put(str1.charAt(begin\_pos), ctr + 1);  }  current\_length--;  }  }  return list;  }  } |

Output:
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**189.** Write a Java program to two non-negative integers num1 and num2 represented as strings, return the sum of num1 and num2.

*Expected Output:*

'123' + '456' = 579

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Code {  // Main method  public static void main(String[] args) {  // Declaring and initializing two strings representing numbers  String n1 = "123";  String n2 = "456";    // Printing the addition of two strings representing numbers  System.out.println("'" + n1 + "'" + " + " + "'" + n2 + "'" + " = " + addStrings(n1, n2));  }    // Method to add two strings representing numbers  public static String addStrings(String n1, String n2) {  // Convert input strings to integer arrays  int[] x = str\_num(n1);  int[] y = str\_num(n2);    // Initialize an array to store the sum, considering carry  int[] sum = new int[Math.max(x.length, y.length) + 1];  int z = 0;  int index = sum.length - 1;  int i = 0;  int j = 0;    // Iterate through both integer arrays to calculate the sum  while (index >= 0) {  if (i < x.length) {  z += x[i++];  }  if (j < y.length) {  z += y[j++];  }  sum[index--] = z % 10;  z /= 10; // store the carry  }    // Construct the sum string from the array  StringBuilder sb = new StringBuilder(sum.length);  for (i = (sum[0] == 0 ? 1 : 0); i < sum.length; ++i) {  sb.append(sum[i]);  }  return sb.toString();  }  // Helper method to convert a string of digits to an integer array  private static int[] str\_num(String num) {  char[] digits = num.toCharArray();  int[] number = new int[digits.length];  int index = number.length - 1;  for (char digit : digits) {  number[index--] = digit - '0'; // Convert character to integer and store in the array  }  return number;  }  } |

Output:

![A white rectangular object with a black border
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**190.** Write a Java program to find the missing string from two given strings.

*Expected Output:*

Missing string: [Code]

Code:

|  |
| --- |
| // Importing necessary Java utilities  import java.util.\*;  // Main class Code  public class Code {  // Main method  public static void main(String[] args) {  // Declaring and initializing two strings  String str1 = "Java Programming Exercises, Practice, Code";  String str2 = "Java Programming Exercises, Practice,";    // Printing the missing words in the string  System.out.println("Missing string: " + Arrays.toString(missing\_Words(str1, str2)));  }  // Method to find missing words in the given strings  public static String[] missing\_Words(String t, String s) {  // Splitting the strings into arrays using space as delimiter  String[] s1 = t.split(" ");  String[] s2 = s.split(" ");    // Calculating the number of missing words  int sz = s1.length - s2.length;  String[] missing\_str = new String[sz];  int c = 0;    // Looping through the first array to find missing words  for (int i = 0; i < s1.length; i++) {  int flag = 0;  // Checking if the word is present in the second array  for (int j = 0; j < s2.length; j++) {  if (s1[i].equals(s2[j]))  flag = 1;  }  // If word is not found in the second array, add it to missing string array  if (flag == 0) {  missing\_str[c++] = s1[i];  }  }  return missing\_str; // Return the array containing missing words  }  } |

Output:
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**191.** Write a Java program to test whether there are two integers x and y such that x^2 + y^2 is equal to a given positive number.

*Expected Output:*

Input a positive integer: 25

Is 25 sum of two square numbers? true

Code:

|  |
| --- |
| import java.util.\*;  // Main class for the Code  public class Code {  // Main method to execute the Code  public static void main(String[] args) {  // Create a Scanner object for user input  Scanner in = new Scanner(System.in);    // Prompt the user to input a positive integer  System.out.print("Input a positive integer: ");    // Read the user input as an integer  int n = in.nextInt();  // Check if the input is a positive integer  if (n > 0) {  // Display the result of the sum\_of\_square\_numbers function  System.out.print("Is " + n + " sum of two square numbers? " + sum\_of\_square\_numbers(n));  }  }  // Function to check if a number is the sum of two square numbers  public static boolean sum\_of\_square\_numbers(int n) {  // Initialize two pointers, left\_num and right\_num  int left\_num = 0, right\_num = (int) Math.sqrt(n);  // Iterate until the left\_num pointer is less than or equal to the right\_num pointer  while (left\_num <= right\_num) {  // Check if the sum of squares of left\_num and right\_num is equal to n  if (left\_num \* left\_num + right\_num \* right\_num == n) {  return true;  } else if (left\_num \* left\_num + right\_num \* right\_num < n) {  // Increment left\_num if the current sum is less than n  left\_num++;  } else {  // Decrement right\_num if the current sum is greater than n  right\_num--;  }  }  // If no pair of square numbers sum up to n, return false  return false;  }  } |

Output:

![](data:image/png;base64,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)

**192.** Write a Java program to rearrange the alphabets in the order followed by the sum of digits in a given string containing uppercase alphabets and integer digits (from 0 to 9).

*Expected Output:*

ADEHNS23

Code:

|  |
| --- |
| // Import necessary Java utility and language packages  import java.util.\*;  import java.lang.\*;  // Main class for the Code  public class Code {  // Constant representing the maximum number of characters  static final int MAX\_CHAR = 20;  // Main method to execute the Code  public static void main(String args[]) {  // Input string with alphanumeric characters  String str1 = "AND456HSE8";    // Print the result of the arrange\_String\_nums function  System.out.println(arrange\_String\_nums(str1));  }  // Function to arrange uppercase characters and sum of numbers in the given string  static String arrange\_String\_nums(String str1) {  // Array to count the occurrences of each uppercase character  int char\_count[] = new int[MAX\_CHAR];  // Variable to store the sum of numeric characters  int sum\_num = 0;  // Iterate through the characters in the input string  for (int i = 0; i < str1.length(); i++) {  // Check if the character is uppercase and update the char\_count array  if (Character.isUpperCase(str1.charAt(i)))  char\_count[str1.charAt(i) - 'A']++;  else  // Accumulate the numeric characters for sum  sum\_num = sum\_num + (str1.charAt(i) - '0');  }  // Initialize a string to store the rearranged characters  String rarr\_part = "";  // Iterate through the characters using their ASCII values  for (int i = 0; i < MAX\_CHAR; i++) {  // Convert ASCII value to corresponding character  char ch = (char)('A' + i);  // Append the characters to the result string based on their occurrences  while (char\_count[i]-- != 0)  rarr\_part = rarr\_part + ch;  }  // If the sum of numeric characters is greater than 0, append it to the result string  if (sum\_num > 0)  rarr\_part = rarr\_part + sum\_num;  // Return the rearranged string  return rarr\_part;  }  } |

Output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPYAAAA/CAYAAADT9TW0AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAAJ8SURBVHhe7d3BbtQwFAXQgRXfx5JNv4Mdf4K64hfZAZbGUghOYmdok9w5R4oadfxsZ/TuZNpq1A+//rgBUT7evwJBBBsCCTYEEmwIJNgQSLAhkGBDoO6/Y//49uV+Nu7z1+/3M+A9uGNDIMGGQIINgQQbAgk2BBJsCCTYEEiwIZBgQyDBhkCCDYEEGwIJNgQSbAgk2BDo1J/H/vT6ej+73X6+vNzP/jYdM7dUU6zVVdP6Or5nzjpmZP+tx1t7XFu/GK3Zswbnd/o7dm2yVgNuKTV76t7CyD7W9r02z2jNnjW4htMGe7S5ygvA/KjW5mrV1eMI072O7Gmprlp6DqZje8ZzDdE/Y08b9Uh1HyNhWdr71vfnjy+NL1qPrY3nOi4R7Npse+4ij9RejVBSnTLYNYRJjTp6LUe9ECU+988o+q14j9LIS0dLa1w9emyNmwZqZN4lPfV1nTpWqK/vMsGuzfZoox+pNzBlXCvgj1z7SFgfXYvjnTbYI434iBqi1tHSGlePXr2hac07Erg6dmtvdZ35esJ9XacLtmb6157A9Ya6ZU8N53LaO3ZpzPlRTc+3jIx9DzU0e/bVG7g6t4A+r6f55dmzNLlQU5wq2NOmXDqqrTteeXxrzFHqdbT2t7bnnmsups/THv9rHo5zqg+B9DbUdNxWsxet+UbrevY2H7NWM19/XrOmZ74l09qtmtY6XEP0W/HSmGdtzqV9re33va7nvdbh7fg3uhDoaX55Bs9EsCGQYEMgwYZAgg2BBBsCCTYEEmwIJNgQSLAhkGBDIMGGQIINgQQbAgk2BOr+PDZwHe7YEEiwIZBgQyDBhkCCDYEEGwIJNsS53X4DJd9pVEiiI7MAAAAASUVORK5CYII=)

**193.** Write a Java program that accepts an integer and sums the elements from all possible subsets of a set formed by the first n natural numbers.

*Expected Output:*

Input a positive integer: 25

Sum of subsets of n is : 1157627904

Code:

|  |
| --- |
| // Import Scanner class from java.util package for user input  import java.util.Scanner;  // Main class for the Code  public class Code {  // Main method to execute the Code  public static void main(String[] args) {  // Create a Scanner object for user input  Scanner in = new Scanner(System.in);  // Prompt the user to input a positive integer  System.out.print("Input a positive integer: ");  // Read the user input as an integer  int n = in.nextInt();  // Calculate the sum of subsets using a mathematical formula  int result = (n \* (n + 1) / 2) \* (1 << (n - 1));  // Display the result of the sum of subsets  System.out.print("Sum of subsets of n is : " + result);  }  } |

Output:

![](data:image/png;base64,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)

**194.** Write a Java program to determine the all positions of a given number in a given matrix. If the number is not found print ("Number not found!").

*Expected Output:*

(0,2)

(1,0)

(2,1)

Code:

|  |
| --- |
| // Main class for the Code  public class Code {  // Main method to execute the Code  public static void main(String[] args) {  // Initialize the target number  int num = 3;  // Initialize a 2D matrix  int matrix[][] = {  {2, 5, 3},  {3, 2, 1},  {1, 3, 5}  };  // Get the number of rows in the matrix  int r = matrix.length;  // Get the number of columns in the matrix  int c = matrix[0].length - 1;  // Initialize variables for matrix traversal  int m = 0, n = 0;  // Boolean flag to check if the number is found in the matrix  Boolean flag = false;  // Iterate through the rows of the matrix  while (m < r) {  // Iterate through the columns of the matrix  while (n <= c) {  // Check if the current element is equal to the target number  if (matrix[m][n] == num) {  // Display the coordinates of the found number  System.out.print("\n(" + m + "," + n + ")\n");  // Set the flag to true indicating the number is found  flag = true;  }  // Move to the next column  n++;  }  // Move to the next row and reset column index  m++;  n = 0;  }  // Display a message if the number is not found in the matrix  if (flag == false)  System.out.print("Number not found!");  }  } |

Output:

![](data:image/png;base64,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)

**195.** Write a Java program to check if three given side lengths (integers) can make a triangle or not.

*Expected Output:*

Input side1: 5

Input side2: 6

Input side3: 8

Is the said sides form a triangle: true

Code:

|  |
| --- |
| // Import Scanner class from java.util package for user input  import java.util.\*;  // Main class for the Code  public class Code {  // Main method to execute the Code  public static void main(String[] args) {  // Create a Scanner object for user input  Scanner in = new Scanner(System.in);  // Prompt the user to input the first side of the triangle  System.out.print("Input side1: ");  // Read the user input as an integer  int s1 = in.nextInt();  // Prompt the user to input the second side of the triangle  System.out.print("Input side2: ");  // Read the user input as an integer  int s2 = in.nextInt();  // Prompt the user to input the third side of the triangle  System.out.print("Input side3: ");  // Read the user input as an integer  int s3 = in.nextInt();  // Display the result of the isValidTriangle function  System.out.print("Is the said sides form a triangle: " + isValidTriangle(s1, s2, s3));  }  // Function to check if the given sides form a valid triangle  public static boolean isValidTriangle(int a, int b, int c) {  // Check the triangle inequality theorem to determine validity  return (a + b > c && b + c > a && c + a > b);  }  } |

Output:
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**196.** rite a Java program to create a spiral array of n \* n sizes from a given integer n.

*Expected Output:*

Input a number: 5

Spiral array becomes:

1 2 3 4 5

16 17 18 19 6

15 24 25 20 7

14 23 22 21 8

13 12 11 10 9

Code:

|  |
| --- |
| // Import Scanner class from java.util package for user input  import java.util.\*;  // Main class for the Code  public class Code {  // Main method to execute the Code  public static void main(String[] args) {  // Create a Scanner object for user input  Scanner in = new Scanner(System.in);    // Prompt the user to input a number  System.out.print("Input a number: ");    // Read the user input as an integer  int n = in.nextInt();    // Generate a spiral array using the spiral\_Array function  int[][] result = spiral\_Array(n);    // Display the generated spiral array  System.out.print("Spiral array becomes:\n");  for(int i = 0; i < result.length; i++) {  for(int j = 0; j < result[i].length; j++) {  System.out.print(result[i][j]);  if(j < result[i].length - 1) System.out.print(" ");  }  System.out.println();  }  }  // Function to generate a spiral array of size n x n  public static int[][] spiral\_Array(int n) {  // Initialize a 2D array to store the spiral array  int[][] temp = new int[n][n];    // Arrays to represent movement in x and y directions  int[] dx = new int[]{0, 1, 0, -1};  int[] dy = new int[]{1, 0, -1, 0};    // Variables for current position (x, y) and direction (d)  int x, y, d;    // Variables for iteration  int i, j, nx, ny;    // Initialize the array with -1 values  for (i = 0; i < n; ++i) {  for (j = 0; j < n; ++j) {  temp[i][j] = -1;  }  }    // Initialize starting position and direction  x = 0;  y = 0;  d = 0;    // Fill the array with spiral order values  for (i = 1; i <= n \* n; ++i) {  temp[x][y] = i;  nx = x + dx[d];  ny = y + dy[d];    // Check boundaries and visited positions  if (nx < 0 || nx >= n || ny < 0 || ny >= n || temp[nx][ny] != -1) {  d = (d + 1) % 4; // Change direction if boundary or visited  nx = x + dx[d];  ny = y + dy[d];  }    // Update current position  x = nx;  y = ny;  }    // Return the generated spiral array  return temp;  }  } |

Output:

![](data:image/png;base64,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)

**197.** Write a Java program to test if a given number (positive integer) is a perfect square or not.

*Expected Output:*

Input a positive integer: 6

Is the said number perfect square? false

Code:

|  |
| --- |
| // Import Scanner class from java.util package for user input  import java.util.\*;  // Main class for the Code  public class Code {  // Main method to execute the Code  public static void main(String[] args) {  // Create a Scanner object for user input  Scanner in = new Scanner(System.in);  // Prompt the user to input a positive integer  System.out.print("Input a positive integer: ");  // Read the user input as an integer  int n = in.nextInt();  // Display the result of the is\_Perfect\_Square function  System.out.print("Is the said number perfect square? " + is\_Perfect\_Square(n));  }  // Function to check if a given number is a perfect square  public static boolean is\_Perfect\_Square(int n) {  // Extract the last digit of the number  int x = n % 10;  // Check if the last digit is 2, 3, 7, or 8 (numbers whose squares end with these digits)  if (x == 2 || x == 3 || x == 7 || x == 8) {  return false;  }  // Iterate from 0 to half of the input number plus 1  for (int i = 0; i <= n / 2 + 1; i++) {  // Check if the square of the current iteration is equal to the input number  if ((long) i \* i == n) {  return true;  }  }  // If no perfect square is found, return false  return false;  }  } |

Output:

![](data:image/png;base64,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)

**198.** Write a Java program to calculate the position of a given prime number.

*Expected Output:*

Input a positive integer: 15

Position of the said Prime number: 6

Code:

|  |
| --- |
| // Import Scanner class from java.util package for user input  import java.util.\*;  // Main class for the Code  public class Code {  // Main method to execute the Code  public static void main(String[] args) {  // Create a Scanner object for user input  Scanner in = new Scanner(System.in);  // Prompt the user to input a prime number  System.out.print("Input a prime number: ");  // Read the user input as an integer  int n = in.nextInt();  // Display the position of the given prime number using the kth\_Prime function  System.out.print("Position of the said Prime number: " + kth\_Prime(n));  }  // Function to find the position of a given prime number in the sequence of primes  public static int kth\_Prime(int n) {  // Array to store prime numbers, initialized with the first prime number (2)  int[] prime\_num = new int[10000];  int num = 3; // Starting from the next number after 2  int i = 0, index = 0; // Variables for iteration and index tracking  prime\_num[0] = 2; // Initialize the first prime number in the array  // Continue finding primes until reaching the input number  while (num <= n) {  // Iterate through the existing primes to check if num is divisible  for (i = 0; i <= index; i++) {  if (num % prime\_num[i] == 0) {  break;  }  }  // If num is not divisible by any existing primes, add it to the array  if (i > index) {  prime\_num[++index] = num;  }  // Move on to the next number  num++;  }  // Return the position of the input prime number in the sequence  return index + 1;  }  } |

Output:

![](data:image/png;base64,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)

**199.** Write a Java program to check if a string follows a given pattern.

Example pattern:  
Given pattern = "xyyx", str = "red black black red", return true.  
Given pattern = "xyyx", str = "red black black green", return false.  
Given pattern = "xxxx", str = "red black black red", return false.  
Given pattern = "xxxx", str = "red red red red", return true.

*Expected Output:*

Is the string and pattern matched? false

Code:

|  |
| --- |
| // Import Scanner and Map classes from java.util package for user input and data storage  import java.util.\*;  // Main class for the Code  public class Code {  // Main method to execute the Code  public static void main(String[] args) {  // Sample input strings for testing word pattern matching  String str = "red black black red";  // String str = "red red red red";  String pattern = "xyxx";  // String pattern = "xxxx";    // Display the result of the word\_Pattern\_Match function  System.out.print("Is the string and pattern matched? " + word\_Pattern\_Match(pattern, str));  }  // Function to check if a given string follows a given word pattern  public static boolean word\_Pattern\_Match(String pattern, String str) {  // Convert the pattern string to an array of characters  char[] word\_pattern = pattern.toCharArray();    // Split the input string into an array of words using space as a delimiter  String[] words = str.split(" ");  // Create a HashMap to store the mapping between characters and words  Map map = new HashMap<>();    // Create a HashSet to check for duplicate mappings  Set set = new HashSet<>();  // Iterate through the characters in the pattern  for (int i = 0; i < word\_pattern.length; i++) {  // Check if the character is already mapped  if (map.containsKey(word\_pattern[i])) {  // Check if the mapped word is different from the current word in the array  if (!map.get(word\_pattern[i]).equals(words[i])) {  return false;  }  continue;  }  // Check if the current word is already mapped to another character  if (set.contains(words[i])) {  return false;  }    // Add the mapping between the character and the current word to the HashMap  map.put(word\_pattern[i], words[i]);    // Add the current word to the HashSet to mark it as used  set.add(words[i]);  }  // If all conditions are satisfied, return true  return true;  }  } |

Output:

![](data:image/png;base64,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)

**200.** Write a Java program to remove duplicate letters and arrange them in lexicographical order from a given string containing only lowercase letters.

Note: In mathematics, the lexicographic or lexicographical order (also known as lexical order, dictionary order, alphabetical order or lexicographic(al) product) is a generalization of the way words are alphabetically ordered based on the alphabetical order of their component letters.

*Expected Output:*

Original string: zxywooxz

After removing duplicate characters: xywoz

Code:

|  |
| --- |
| // Import Scanner class from java.util package for user input  import java.util.\*;  // Main class for the Code  public class Main {  // Main method to execute the Code  public static void main(String[] args) {  // Sample input string for testing duplicate letter removal  String str = "zxywooxz";  // Display the original string  System.out.print("Original string: " + str);  // Display the result after removing duplicate characters and arranging in lexicographical order  System.out.print("\nAfter removing duplicate characters and arranging in lexicographical order: " + removeDuplicateLetters(str));  }  // Function to remove duplicate letters from the given string and arrange in lexicographical order  public static String removeDuplicateLetters(String s) {  // Array to track whether a letter is already in the result  boolean[] inResult = new boolean[26];  // Array to count the occurrences of each lowercase letter  int[] count = new int[26];  // Stack to store the characters  Stack<Character> stack = new Stack<>();  // Count the occurrences of each letter in the input string  for (char c : s.toCharArray()) {  count[c - 'a']++;  }  // Iterate through the characters in the input string  for (char c : s.toCharArray()) {  // Decrement the count of the current character in the occurrences array  count[c - 'a']--;  // If the character is already in the result, skip  if (inResult[c - 'a']) continue;  // Pop characters from the stack while conditions are met  while (!stack.isEmpty() && c < stack.peek() && count[stack.peek() - 'a'] > 0) {  inResult[stack.pop() - 'a'] = false;  }  // Push the current character onto the stack  stack.push(c);  inResult[c - 'a'] = true;  }  // Sort the characters in the stack  Collections.sort(stack);  // Build the result string from the characters in the stack  StringBuilder result = new StringBuilder();  for (char c : stack) {  result.append(c);  }  return result.toString();  }  } |

Output:
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**201.** Write a Java program to divide a given array of integers into given k non-empty subsets whose sums are all equal. Return true if all sums are equal otherwise return false.

Example:  
nums = {1,3,3,5,6,6}, k = 4;  
4 subsets (5,1), (3, 3), (6), (6) with equal sums.

*Expected Output:*

Original Array: [1, 3, 3, 5, 6, 6]

Target of subsets: 4

After removing duplicate characters: true

Code:

|  |
| --- |
| // Import Arrays and other utility classes from java.util package  import java.util.Arrays;  // Main class for the Code  public class Code {  // Main method to execute the Code  public static void main(String[] args) {  // Sample input array and target value for testing subset partitioning  int[] nums = {1, 3, 3, 5, 6, 6};  int target = 4;  // Display the original array  System.out.print("Original Array: " + Arrays.toString(nums));  // Display the target value for subsets  System.out.print("\nTarget of subsets: " + target);  // Display the result after removing duplicate characters using partition\_k\_subsets function  System.out.print("\nAfter removing duplicate characters: " + partition\_k\_subsets(nums, target));  }  // Function to recursively search for valid subsets with a specific sum  static boolean search\_subset(int used, int n, boolean[] flag, int[] nums, int target) {  // Base case: all elements used, subset found  if (n == 0) {  return true;  }  // Check if the current subset has not been considered before  if (!flag[used]) {  // Mark the current subset as visited  flag[used] = true;  // Calculate the remaining sum needed for the subset  int remain\_num = (n - 1) % target + 1;  // Iterate through the elements in the array  for (int i = 0; i < nums.length; i++) {  // Check if the current element is not used in the subset and its value is less than or equal to the remaining sum  if ((((used >> i) & 1) == 0) && nums[i] <= remain\_num) {  // Recursively search for the subset with the updated parameters  if (search\_subset(used | (1 << i), n - nums[i], flag, nums, target)) {  return true;  }  }  }  }  return false;  }  // Function to partition an array into k subsets with equal sum  public static boolean partition\_k\_subsets(int[] nums, int k) {  // Calculate the total sum of the elements in the array  int sum = Arrays.stream(nums).sum();  // Check if the sum is not divisible by k, return false  if (sum % k > 0) {  return false;  }  // Create a boolean array to track visited subsets  boolean[] flag = new boolean[1 << nums.length];  // Call the recursive search\_subset function to check for valid subsets  return search\_subset(0, sum, flag, nums, sum / k);  }  } |

Output:
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**202.** Write a Java program to find the total number of continuous subarrays in a given array of integers whose sum equals an integer.

*Expected Output:*

Original Array: [4, 2, 3, 3, 7, 2, 4]

Value of k: 6

Total number of continuous subarrays: 3

Code:

|  |
| --- |
| // Import utility classes from java.util package  import java.util.\*;  // Main class  public class Main {  // Main method to execute the Code  public static void main(String[] args) {  // Sample input array and value of k for counting continuous subarrays  int[] nums = {4, 2, 3, 3, 7, 2, 4};  int k = 6;  // Display the original array  System.out.print("Original Array: " + Arrays.toString(nums));  // Display the value of k  System.out.print("\nValue of k: " + k);  // Display the total number of continuous subarrays whose sum equals k  System.out.print("\nTotal number of continuous subarrays: " + max\_SubArray(nums, k));  }  // Function to find the total number of continuous subarrays whose sum equals k  public static int max\_SubArray(int[] nums, int k) {  int ctr = 0; // Counter for total subarrays found  int sum = 0; // Variable to track current sum  Map<Integer, Integer> map = new HashMap<>(); // HashMap to store prefix sums and their counts  // Initialize the map with a sum of 0 and count 1 (base case)  map.put(0, 1);  // Iterate through the input array  for (int i = 0; i < nums.length; i++) {  sum += nums[i]; // Update the current sum  // Check if there exists a prefix sum at (sum - k), increment counter if found  if (map.containsKey(sum - k)) {  ctr += map.get(sum - k);  }  // Update the count of the current sum in the map  map.put(sum, map.getOrDefault(sum, 0) + 1);  }  // Return the total count of continuous subarrays whose sum equals k  return ctr;  }  } |

Output:
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**203.** Write a Java program to find the contiguous subarray of given length k which has the maximum average value of a given array of integers. Display the maximum average value.

*Expected Output:*

Original Array: [4, 2, 3, 3, 7, 2, 4]

Value of k: 3

Maximum average value: 4.333333333333333

Code:

|  |
| --- |
| import java.util.\*;  // Main class named "Main"  public class Main {  // Main method, the entry point of the program  public static void main(String[] args) {  // Sample input array and value of k for finding maximum average  int[] nums = {4, 2, 3, 3, 7, 2, 4};  int k = 3;  // Display the original array  System.out.print("Original Array: " + Arrays.toString(nums));  // Display the value of k  System.out.print("\nValue of k: " + k);  // Display the maximum average value  System.out.print("\nMaximum average value: " + find\_max\_average(nums, k));  }  // Function to find the maximum average of subarrays of length k  public static double find\_max\_average(int[] nums, int k) {  int sum = 0;  // Calculate the initial sum of the first k elements  for (int i = 0; i < k; i++) {  sum += nums[i];  }  int max\_val = sum;  // Iterate through the array to find the maximum average  for (int i = k; i < nums.length; i++) {  // Update the sum by removing the leftmost element and adding the current element  sum = sum - nums[i - k] + nums[i];  // Update the maximum value if the current sum is greater  max\_val = Math.max(max\_val, sum);  }  // Return the maximum average value  return (double) max\_val / k;  }  } |

Output:

![](data:image/png;base64,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)

**204.** Write a Java program to compute xn % y where x, y and n are all 32-bit integers.

*Expected Output:*

Input x : 25

Input n : 35

Input y : 45

x^n % y = 5.0

Code:

|  |
| --- |
| // Import Scanner class from java.util package for user input  import java.util.\*;  // Main class for the Code  public class Main {  // Main method to execute the Code  public static void main(String[] args) {  // Create a Scanner object for user input  Scanner in = new Scanner(System.in);  // Prompt the user to input x  System.out.print("Input x : ");  // Read the user input as an integer  int x = in.nextInt();  // Prompt the user to input n  System.out.print("Input n : ");  // Read the user input as an integer  int n = in.nextInt();  // Prompt the user to input y  System.out.print("Input y : ");  // Read the user input as an integer  int y = in.nextInt();  // Calculate the result of x raised to the power of n  double result = Math.pow(x, n);  // Calculate the remainder when result is divided by y  double result1 = result % y;  // Display the result of (x^n % y)  System.out.println("x^n % y = " + result1);  }  } |

Output:

![](data:image/png;base64,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)

**205.** Write a Java program to check whether an integer is a power of 2 or not using O(1) time.

Note: O(1) means that it takes a constant time, like 12 nanoseconds, or two minutes no matter the amount of data in the set.  
O(n) means it takes an amount of time linear with the size of the set, so a set twice the size will take twice the time. You probably don't want to put a million objects into one of these.

*Expected Output:*

Input a number : 25

false

Code:

|  |
| --- |
| import java.util.\*;  public class Main {  public static void main(String[] args) {  // Initialize a boolean variable  boolean b = true;  // Create a Scanner object for user input  Scanner in = new Scanner(System.in);  // Prompt the user to input a number  System.out.print("Input a number: ");  int num = in.nextInt();  // Start a block of code  {  // Continue looping until num becomes 1  while (num != 1) {  // Check if num is odd  if (num % 2 != 0) {  // Toggle the boolean variable  b = !b;  // Print the current value of the boolean variable and exit the program  System.out.print(b);  System.exit(0);  }  // Divide num by 2  num = num / 2;  }  // Print the final value of the boolean variable  System.out.print(b);  }  }  } |

Output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWMAAABLCAYAAAClSuYOAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAAR1SURBVHhe7d3NruM0GAbggRXXx5IN18GOO0Gz4hbZAUbHkmVsx/lrP6fPI0VzThr7c9zkHavtdH74+1/fAHirH7/+BOCNhDFAAMIYIIDma8Z//v7L10/7/fzbH18/ATDLyhggAGEMEIAwBghAGAMEIIwBAhDGAAEIY4AAhDFAAMIYIABhDBCAMAYIQBgDBCCMAQIQxizpp+/f/9vgKYTxTQQFsMdbv894NrD++vXXr5/WkM9rtXGvxBy/Xut+7c3/1r3tefs/K2NgUy9ct0KXeaH+p4+nrHaech6RmePXKQO3nO/e/sTzs99yYVwfM7ogslGbpNVuNJbWY3WfI71x7tWreXX/ub+yXq9Ga26y1mPlvlb/vZp1X+VxSXls7cixR+qckerc1fcRvfHU85P19tO37MsU6cnOT3hW/15rtUm22kU0GvPV59OatztqlGZrto5LWvuSPX3U9tQ5I/d5R99HCdX7Lf+acbpIygtl5gLOba68wFp9lvvK7Sqjvu+4ke+uUfeftPa15ONGx+bxlseOji+12mZ3zDWfZ+kwLm+I2ZuqPi7/vtoN1Tvf2XnYq+z3rhpH1ePJv5fPaRmmtdbxLb06V8v93tX/VWbumXRMvdG2bBgfuVCjX9xRvWLeWjVm6r7qOX31tfPqemfsHatAbvPRtoXVK4680dear7QdlYJopeC8Sp6z3rnneam37MycP5UwXpSLmXfZCuKRI20+hTBeUBnE5aojb/S15qvcGDsTxIx9fBjvXWHuOX5v33utdEPcPRelV9a6S8RzyGMSxPf46DAuL/jeBVYeM3uDvOtiTeObHePdjszbFcpa5fOQf+6NJcq8JXksEcd09tq+qp8nWu6LgkZPZu+xrTq9C+Nou2TUdtRuxta4sqvqtPqZeaynbNPqZ2bfnhrZmTatx+5SjvOVdXu25i0rxzpqE+GcIvr4lylGF0b9WPp99kK684IbjePOurPqMYzGe9Sov95jo3FcPb4z8lgijekqTzynq4T6boq7vGN1A7CHT1MABCCMAQIQxgABCGOAAD4ijNMbd968AyKzMgYIQBgDBCCMAQIQxgABCGOAAIQxQADCGCCAcF8U1PrqvbOfEe59nZ/PHgNRhFoZz35vKsDThFkZl0F894rVV2oC0YR7zVhAAp/IG3gAAYR7mWJ2ZXzmTbk9tVp1ttrVbaz2gS1vC+NemNZaQbbVdjYs94Zqqdf2SBuAZV+mSMFWb9ls0I+Ugd2rU+u1AdjytjDuBVZvf2nv/qu16pRBXMv7rvhLAngmb+BtEKDAKzzuDbxs1M9srVaNXpvZ0J49P+CzLLkyng2+s1Jw1uGZar+qPvA5llsZl0HYOnamn9laLb36Z/oEWPrTFO8gbIE7POYNvLQyLVetZ+3tK4d0r92VYwOeZ+mXKUbKfmba1HW32rTGeaQNQLLcyjgFWi/Urgy7UV+j+q8YG/A8YVbGAJ/MP/oACEAYAwQgjAECEMYAAQhjgACEMUAAwhggAGEMEIAwBni7b9/+Ad1D9F60heZxAAAAAElFTkSuQmCC)

**206.** From Wikipedia,  
A cyclic redundancy check (CRC) is an error-detecting code commonly used in digital networks and storage devices to detect accidental changes to raw data. Blocks of data entering these systems get a short check value attached, based on the remainder of a polynomial division of their contents. On retrieval, the calculation is repeated and, in the event the check values do not match, corrective action can be taken against data corruption. CRCs can be used for error correction.

Example:

Write a Java program to generate a CRC32 checksum of a given string or byte array.

**Input:**

Input a string: The quick brown fox

crc32 checksum of the string: b74574de

Code:

|  |
| --- |
| import java.util.\*;  public class Main {  public static void main(String[] args) {  // Initialize a boolean variable  boolean b = true;  // Create a Scanner object for user input  Scanner in = new Scanner(System.in);  // Prompt the user to input a number  System.out.print("Input a number: ");  int num = in.nextInt();  // Start a block of code  {  // Continue looping until num becomes 1  while (num != 1) {  // Check if num is odd  if (num % 2 != 0) {  // Toggle the boolean variable  b = !b;  // Print the current value of the boolean variable and exit the program  System.out.print(b);  System.exit(0);  }  // Divide num by 2  num = num / 2;  }  // Print the final value of the boolean variable  System.out.print(b);  }  }  } |

Output:

![](data:image/png;base64,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)

**207.** Write a Java program to merge two sorted (ascending) linked lists in ascending order.

*Expected Output:*

How many elements do you want to add in 1st linked list?: 3

Input numbers of 1st linked list in ascending order: 1 2 3

How many elements do you want to add in 2nd linked list?: 3

Input numbers of 2nd linked list in ascending order: 4 5 6

Merged list: 1 2 3 4 5 6

Code:

|  |
| --- |
| // Importing required classes from the java.util package  import java.util.Scanner;  import java.util.BitSet;  // Defining a class named "Code"  public class Code {  // Method to convert a byte array to CRC32 checksum  public static int convert\_crc32(byte[] data) {  // Creating a BitSet to represent the bits of the input byte array  BitSet bitSet = BitSet.valueOf(data);  // Initializing CRC32 to 0xFFFFFFFF  int crc32 = 0xFFFFFFFF;  // Looping through each bit in the BitSet  for (int i = 0; i < data.length \* 8; i++) {  // Checking if the MSB of CRC32 and the current bit in BitSet are different  if (((crc32 >>> 31) & 1) != (bitSet.get(i) ? 1 : 0))  // If different, performing XOR with the polynomial 0x04C11DB7  crc32 = (crc32 << 1) ^ 0x04C11DB7;  else  // If same, shifting CRC32 to the left  crc32 = (crc32 << 1);  }  // Reversing the bits of CRC32  crc32 = Integer.reverse(crc32);  // Returning the final CRC32 checksum by performing XOR with 0xFFFFFFFF  return crc32 ^ 0xFFFFFFFF;  }    // Main method, the entry point of the program  public static void main(String[] args) {  // Creating a Scanner object for user input  Scanner scanner = new Scanner(System.in);  // Prompting the user to input a string  System.out.print("Input a string: ");  // Reading the input string from the user  String str1 = scanner.nextLine();  // Calling the convert\_crc32 method and printing the CRC32 checksum in hexadecimal format  System.out.println("crc32 checksum of the string: " + Integer.toHexString(convert\_crc32(str1.getBytes())));  }  } |

Output:

![](data:image/png;base64,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)

**208.** Write a Java program to create a basic string compression method using repeated character counts.

Input string: aaaabbbbcccccddddeeee

*Expected Output:*

Enter a string (you can include space as well)

aaaabbbbcccccddddeeee

The compressed string along with the counts of repeated characters is:

a4b4c5d4e4

Code:

|  |
| --- |
| import java.util.Scanner;  public class StringCompression {  public static void main(String[] args) {  // Create an instance of the StringCompression class  StringCompression str = new StringCompression();    String s1, s2;  Scanner in = new Scanner(System.in);    // Prompt the user to enter a string (including spaces)  System.out.println("Enter a string (you can include space as well)");  s1 = in.nextLine();    // Trim all the spaces from the string using replaceAll method  s2 = s1.replaceAll("\\s", "");    // Call the Compression method to compress the string  str.Compression(s2);  }    // Create a Java Method Compression to compress the string  public static String Compression(String s) {  int count = 1;  StringBuilder sb = new StringBuilder();  // Below for loop counts all characters of the string apart from the last one  // The last character won't get appended by the StringBuilder here as it  // does not enter the for loop once the length completes the count  for (int i = 1; i < s.length() - 1; i++) {  if (s.charAt(i) == s.charAt(i - 1)) {  count++;  } else {  sb.append(s.charAt(i - 1));  sb.append(count);  count = 1;  }  }    // Count the last character of the string  if (s.length() > 1) {  // Compare the last two characters of the string  if (s.charAt(s.length() - 1) == s.charAt(s.length() - 2)) {  count++;  } else {  sb.append(s.charAt(s.length() - 2));  sb.append(count);  count = 1;  }  sb.append(s.charAt(s.length() - 1));  sb.append(count);  }    // Convert the StringBuilder to a string  s = sb.toString();    // Print the compressed string along with the counts of repeated characters  System.out.println("The compressed string along with the counts of repeated characters is:" + "\n" + s);    // Return the compressed string  return s;  }  } |

Output:
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![](data:image/png;base64,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)

**209.** Write a Java program to find all unique combinations from a collection of candidate numbers. The sum of the numbers will equal a given target number.

Input number of elements of the array:  
3  
Input number format: 2 3 4 5:

*Expected Output:*

Enter elements:

6 7 8

Enter target sum:

21

A Code set is:

{ 6 7 8 }

Code:

|  |
| --- |
| import java.util.\*;  class Main {    // Method to insert values into a Map with key as a generic type and value as a List of generic type  private static <K, V> void insert(Map<K, List<V>> hashMap, K key, V value) {  // If the key is not present in the map, create a new entry with an empty ArrayList  if (!hashMap.containsKey(key)) {  hashMap.put(key, new ArrayList<>());  }  // Add the value to the list corresponding to the key  hashMap.get(key).add(value);  }  // Method to print subsets of an array from index i to j  public static void Subsets(int[] A, int i, int j) {  System.out.print("{ ");  for (int k = i; k <= j; k++) {  System.out.print(A[k] + " ");  }  System.out.println("}");  }  // Method to find subsets with a given sum in the array  public static void Subsets(int[] A, int sum) {  // Create a HashMap to store the cumulative sum and corresponding indices  Map<Integer, List<Integer>> hashMap = new HashMap<>();  // Insert an initial entry with key 0 and value -1 (sum\_so\_far - sum = 0 - sum)  insert(hashMap, 0, -1);  int sum\_so\_far = 0;  for (int index = 0; index < A.length; index++) {  // Update the cumulative sum  sum\_so\_far += A[index];  // If the HashMap contains the key (cumulative sum - sum), print subsets  if (hashMap.containsKey(sum\_so\_far - sum)) {  List<Integer> list = hashMap.get(sum\_so\_far - sum);  for (Integer value : list) {  Subsets(A, value + 1, index);  }  }  // Insert the current cumulative sum and index into the HashMap  insert(hashMap, sum\_so\_far, index);  }  }  public static void main(String[] args) {  // Scanner for user input  Scanner s = new Scanner(System.in);  // Prompt for the number of elements in the array  System.out.println("Input number of elements of the array: ");  int n = s.nextInt();  // Prompt for entering array elements in number format  System.out.println("Input number format: 2 3 4 5: ");  int arr[] = new int[n];  // Prompt for entering array elements  System.out.println("Enter elements:");  for (int i = 0; i < n; i++)  arr[i] = s.nextInt();  // Prompt for entering the target sum  System.out.println("Enter target sum:");  int sum = s.nextInt();  // Create a copy of the original array  int A[] = Arrays.copyOf(arr, arr.length);  // Print the Code set (subsets with the given sum)  System.out.println("A Code set is:");  Subsets(A, sum);  // Exit the program  System.exit(0);  }  } |

Output:

![](data:image/png;base64,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)

**210.** Write a Java program to match any single character (use ?) or any sequence of characters (use \*) including empty. The matching should cover the entire input string.

*Expected Output:*

Enter a string

bb

Enter a pattern

b\*

Yes

Code:

|  |
| --- |
| import java.util.\*;  public class PatternMatching {    // Method for wildcard pattern matching  static boolean pattern\_match(String string, String pattern) {  // i measures the length of the string  int i = 0;  // j measures the length of the pattern  int j = 0;  int star\_index = -1;  int i\_index = -1;  while (i < string.length()) {  // If '?' matches the ith character of the string or if the jth character of the  // pattern matches the ith character of the string. e.g. (a & ?), (ab & ab)  if (j < pattern.length() && (pattern.charAt(j) == '?' || pattern.charAt(j) == string.charAt(i))) {  ++i;  ++j;  }  // Counts '\*' characters of the pattern when the count of the string is not  // completed yet. e.g. (a & \*\*\*), (abb & ab\*\*\*\*)  else if (j < pattern.length() && pattern.charAt(j) == '\*') {  star\_index = j;  i\_index = i;  j++;  }  // Counts the characters of the string which are left out once a '\*' of the pattern  // gets counted e.g. (xayb & \*a\*b), (a & \*\*\*), (abcd & ab\*), (aa & ?\*\*)  else if (star\_index != -1) {  j = star\_index + 1;  i = i\_index + 1;  i\_index++;  }  // If the characters of the string and pattern don't match  // e.g. (xy & ab), (abxy & ab)  else {  return false;  }  }  // Counts the '\*' characters of the pattern when the characters before the '\*' characters  // of the pattern completely match the string and both are of the same length  // (apart from the '\*' characters of the pattern)  // e.g. (ab and ab\*\*), (aa and ??\*\*)  while (j < pattern.length() && pattern.charAt(j) == '\*') {  ++j;  }  return j == pattern.length();  }  public static void main(String args[]) {  String str, pat;  Scanner in = new Scanner(System.in);  System.out.println("Enter a string");  str = in.nextLine();  System.out.println("Enter a pattern");  pat = in.nextLine();  if (pattern\_match(str, pat))  System.out.println("Yes");  else  System.out.println("No");  }  } |

Output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASgAAADDCAYAAAAx84zsAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAAf/SURBVHhe7d3BkqO2GgbQmazyfNndVZ7jru6jpLLJM95d0qoaJRRBQmAMH/icKmqmbST9YPgs7Lb7+59fvgEE+unHvwBxBBQQS0ABsQQUEEtAAbEEFBBLQAGxBBQQS0ABsQQUEEtAAbG+//G//+z6LN4v//3tx/8A3sMMCogloIBYAgqIJaCAWAIKiCWggFgCCogloIBYAgqIJaCAWAIKiCWggFgCCogloIBYAorb+Pn33/9e+AyPDSgH8Xnsa97llICaPvO1liMd3R9t9jXv5BKP2/j/r7/+vfAZTg2o6QE2XwDmTvlO8noZsCWI5m2mlxJL/Wy51Bhp36u1V1vRa7tHa9vOGGdkX/VM2+/Zb3u2vTdOr13RGq9aa8+x4i/xygEzP2jWDqKtlvpbGndJq+1Ren2dMc6RY0wt9Xv0WKW/eZ+9MY4en9fFz6CqLc+GW8Zrrdvro1VbMVLfFqW/tRpeHWdtW3v999rOTWsupm1Gt2dkvNY4vTFa943WxXucOoMqD3Zr6ZkeGEceJHXcpT7rbVtqK46sr2j1d/Q4Le8a5937rZr2OzLGWXUxJv4SL/kAedrBuxbGRzlrvwmX+/Mu3pc6i5svex29TUu1leUo01rf0f+olGNh6or9wD/iZ1Cf7qwTZCkcrgqqK6yF9NXB+akE1Jd6craWq8xPkDPqWur/E0Kqt43v2tese3RAPeXEuuoE2TLunfd1rb0G83zhOo8MqNGDqq7XOrlST7pS15G1vdKXE5h3OvX3oHrmB3pts3QC9O6remNO263Vtnf8I6zVVr1ax559MLV1X2+pd2QfzPvrjdO6b22cLTVznMde4o0eUGW91rpXH5Rn1dbra2ScI2tJVQJsJCw51ikzKEjWm3FVI+twPO/iAbEEFPzQuoRzaXcdl3jwZSSEXN6dzwwKvvTCp9wnnK5hBgXEMoMCYgkoIJaAAmIJKCCWgAJiCSggloACYsUGVPnN3q0fMdjTBshlBgXEElBALAEFxBJQQKzbBFR9AXzLC+F72gA54gOqFS69wNnTBshzmxlU/U6eLd/Ls6cNkOMWATUPmPpzb0a0pw2QJT6g9sx+9rQB8tzmEg/4PAIKiCWggFi3DKg9L3R7cRzu53YBNQ2a0RfD97QBrhf7Z6fWZjxLQbOnDZArdgbVC5PWfXvaALn84U4glnfxgFgCCogloIBYAgqIJaCAWAIKiCWggFgCCogloIBYAgqIJaCAWAIKiCWggFiPDSjfoJltz+PjMf08p3zdysiBdeT3NdXxfAdUpj2Pj8f0M7nEA2KdGlDl2a+1AMydeom3JYjmberPxVI/0/vXjLTv1dqrrei13aO1bUeN88r2jNbWWm9Jq46epRr3bEdr7F7/S216YzEu/hKvPOjzg2X+86uW+lsad0mr7VF6fR05TlH627I9Z9a2VWs7RupqtW1Z6ndkHNbFz6CqLc9SW8Zrrdvro1VbMVLfFqW/tRpeHWdke1o17Kmt12fLljatdXt9TGsuputM72vdXtT7Wuuz3akzqPLAtZae6YN85ANex13qc+lgWzJve2R9Rau/o8epWtuztB/Orm3EVY/pdJ2R9RkTf4mX/GA/7UB0Yu3bB/bb+3gX70t5Rl1a9jp6m5ZqK0uCpbrKcrWlmsqyV8Jx+oniZ1Cf7pWT6t2Sa+MZBNSX+uzYWq4yDYCkuork2oqlmqYL9/DogHrKM/yVJ9TaPnyltj2Pz1MeU8Y8MqBGT5q6XuugTz0ZSl1n1DYdY3SfjtS2J9Se/piyLPbDwrXN0oHZu6/qjTltt1bb3vGPsFZb9Wodr+yDNa3aeu1fbfPK9rTGXtJrs6c//u2xl3ijB0ZZr7Xu1QdXQm298V+pbU/9o21erY0cp8ygyObZnlTexQNiCSggloACYgkoIJaAovuuF1xJQAGxBBQQS0ABsQQUEEtAAbEEFBBLQAGxYgOqfIC1foh1ryP6AK5jBgXEelxA9WZMZlNwL48KqBpAS0HUuw/IFPuFdTVI9n5GbB5EPmsG93ObGVQJnOkCPF98QLUCqXVbXaYzpvL/6X3APdxmBlVCpi5rltapt420BzLcIqDmoVJ/ns+Gyu29ABJOcC/xASVU4HPd5hJvj7UZFZDt0QEF3JuAAmLdMqD8qgB8htsF1DScvL4EzxYfUPWXK+tSCSd4vtiA6gWQcILPEPthYQDv4gGxBBQQS0ABsQQUEEtAAbEEFBBLQAGxBBQQS0ABsQQUEEtAAbEEFBBLQAGxBBQQ620BNf+CuTVb1wee720BVb9UbiR06jq+iA6YOuUSrxdSZk1Ay1sDasuMqLVuCbDpMmLeZrQdkOXtM6jepV69rRdOc2uB07qv1wbIdMolXrUlJOq6JbymS0+rzVo7INMpAbUUENMwmevdV2/bEnaFkIL7OXUGVZRg2RouW727f+Acp/7ZqXlwtGY1owHTm31NmT3BPZ06g5oGxbtCo/Q777uEllkV3M/pf7izBkUvoEbW2WIaTu8KRuB4p78GdQWhBPcUGVA1UFqXZVtvB+4p8hKvWAubpfZ72gC5Yi/xSpi0AmXr7YVwgvs5fQYFMOojXiQH7klAAbEEFBBLQAGxBBQQS0ABsQQUEEtAAbEEFBBLQAGxBBQQS0ABsQQUEEtAAbEEFBDr+59ffvwfIIoZFBBLQAGxBBQQS0ABsQQUEEtAAbEEFBBLQAGxBBQQS0ABsQQUEEtAAbEEFBBLQAGhvn37C5oiwCMbPeCDAAAAAElFTkSuQmCC)

**211.** Write a Java program to find the heights of the top three buildings in descending order from eight given buildings.

**Input:**

0 ≤ height of building (integer) ≤ 10,000

*Expected Output:*

Input the heights of eight buildings:

25 19 23 45 18 23 24 19

Heights of the top three buildings:

45

25

24

Code:

|  |
| --- |
| import java.util.\*;  public class Main {  public static void main(String[] args) {  // Creating a Scanner object for user input  Scanner sc = new Scanner(System.in);  // Array to store the heights of eight buildings  int[] t = new int[8];  // Prompting the user to input the heights of eight buildings  System.out.println("Input the heights of eight buildings:");  for (int i = 0; i < 8; i++) {  t[i] = sc.nextInt();  }  // Sorting the array of building heights in ascending order  Arrays.sort(t);  // Displaying the heights of the top three buildings in descending order  System.out.println("\nHeights of the top three buildings:");  for (int i = 7; i >= 5; i--) {  System.out.println(t[i]);  }  }  } |

Output:

![](data:image/png;base64,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)

**212.** Write a Java program to compute the digit number of the sum of two given integers.

**Input:**

Each test case consists of two non-negative integers a and b which are separated by a space in a line. 0 ≤ a, b ≤ 1,000,000

*Expected Output:*

Input two integers(a b):

13 25

Digit number of sum of said two integers:

2

Code:

|  |
| --- |
| import java.util.\*;  public class Main {  public static void main(String[] args) {  // Prompting the user to input two integers (a and b)  System.out.println("Input two integers(a b):");  // Creating a Scanner object for user input  Scanner stdIn = new Scanner(System.in);  // Reading the values of integers a and b from user input  int a = stdIn.nextInt();  int b = stdIn.nextInt();  // Calculating the sum of integers a and b  int sum = a + b;  // Initializing a variable to count the number of digits in the sum  int count = 0;  // Counting the number of digits in the sum using a while loop  while (sum != 0) {  sum /= 10;  ++count;  }  // Displaying the digit number of the sum of the two integers  System.out.println("Digit number of sum of said two integers:");  System.out.println(count);  }  } |

Output:

![](data:image/png;base64,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)

**213.** Write a Java program to check whether three given lengths (integers) of three sides form a right triangle. Print "Yes" if the given sides form a right triangle otherwise print "No".

**Input:**

Each test case consists of two non-negative integers a and b which are separated by a space in a line. 0 ≤ a, b ≤ 1,000,000

*Expected Output:*

Input three integers(sides of a triangle)

6 9 12

If the given sides form a right triangle?

No

Code:

|  |
| --- |
| import java.util.Arrays;  import java.util.Comparator;  import java.util.Scanner;  class Main {  // Creating a Scanner object for user input  Scanner sc = new Scanner(System.in);  // Method to execute the main functionality  public void run() {  // Prompting the user to input three integers (sides of a triangle)  System.out.println("Input three integers(sides of a triangle)");  // Reading three integers and storing them in an array  int[] int\_num = new int[]{  sc.nextInt(), sc.nextInt(), sc.nextInt()  };  // Sorting the array of integers in ascending order  Arrays.sort(int\_num);  // Checking if the given sides form a right triangle  System.out.println("If the given sides form a right triangle?");  ln((int\_num[2] \* int\_num[2] == int\_num[0] \* int\_num[0] + int\_num[1] \* int\_num[1]) ? "Yes" : "No");  }  // Main method to create an instance of the class and run the program  public static void main(String[] args) {  new Main().run();  }  // Method for printing without a newline  public static void pr(Object o) {  System.out.print(o);  }  // Method for printing with a newline  public static void ln(Object o) {  System.out.println(o);  }  // Method for printing an empty line  public static void ln() {  System.out.println();  }  } |

Output:

![](data:image/png;base64,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)

**214.** Write a Java program which solve the equation:  
ax+by=c  
dx+ey=f  
Print the values of x, y where a, b, c, d, e and f are given.

**Input:**

a,b,c,d,e,f separated by a single space.  
(-1,000 ≤ a,b,c,d,e,f ≤ 1,000)

*Expected Output:*

Input the value of a, b, c, d, e, f:

5 6 8 9 7 4

-1.684 2.737

Code:

|  |
| --- |
| import java.math.BigDecimal;  import java.util.\*;  public class Main {  public static void main(String[] args) {  // Creating a Scanner object for user input  Scanner sc = new Scanner(System.in);  // Creating ArrayDeque to store Double values for x and y  ArrayDeque<Double>x = new ArrayDeque<>();  ArrayDeque<Double> y = new ArrayDeque<>();  // Prompting the user to input the values of a, b, c, d, e, f  System.out.println("Input the value of a, b, c, d, e, f:");  // Reading values for coefficients a, b, c, d, e, f  int a = sc.nextInt();  int b = sc.nextInt();  int c = sc.nextInt();  int d = sc.nextInt();  int e = sc.nextInt();  int f = sc.nextInt();  // Calculating values for variables s and t  double t = (double) (d \* c - a \* f) / (d \* b - a \* e);  double s = (double) (c - t \* b) / a;  // Pushing the calculated values of x and y into the respective Deques  x.push(s);  y.push(t);  // Getting the size of the Deques  int num = x.size();  // Iterating through the Deques to print the results with rounded values  for (int i = 0; i < num; i++) {  BigDecimal bdx = new BigDecimal(x.pollLast());  BigDecimal bdy = new BigDecimal(y.pollLast());  BigDecimal ansx = bdx.setScale(4, BigDecimal.ROUND\_HALF\_UP);  BigDecimal ansy = bdy.setScale(4, BigDecimal.ROUND\_HALF\_UP);  // Printing the rounded values of x and y  System.out.printf("%.3f", ansx.doubleValue());  System.out.print(" ");  System.out.printf("%.3f", ansy.doubleValue());  System.out.println();  }  }  } |

Output:

![](data:image/png;base64,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)

**215.** Write a Java program to compute the debt amount in n months. Monthly, the loan adds 4% interest to the $100,000 borrowed and rounds it to the nearest 1,000.

**Input:**

An integer n (0 ≤ n ≤ 100)

*Expected Output:*

Input number of months:

6

Amount of debt:

129000

Code:

|  |
| --- |
| import java.util.Scanner;  public class Main {  public static void main(String[] args) {  // Creating a Scanner object for user input  Scanner s = new Scanner(System.in);  // Prompting the user to input the number of months  System.out.println("Input number of months:");  // Reading the number of months from the user  int n = s.nextInt();  // Initializing the principal amount (initial debt) to 100,000  double c = 100000;  // Looping through each month to calculate the debt amount  for (int i = 0; i < n; i++) {  // Calculating the new debt amount after adding 4% interest  c += c \* 0.04;  // Checking if the debt amount is not a multiple of 1000  if (c % 1000 != 0) {  // Reducing the debt amount to the nearest multiple of 1000  c -= c % 1000;  // Adding 1000 to the debt amount  c += 1000;  }  }  // Printing the final debt amount without decimal places  System.out.println("\nAmount of debt: ");  System.out.printf("%.0f\n", c);  }  } |

Output:

![](data:image/png;base64,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)

**216.** Write a Java program which reads an integer n and finds the number of combinations of a,b,c and d (0 ≤ a,b,c,d ≤ 9) where (a + b + c + d) equals n.

**Input:**

a,b,c,d,e,f separated by a single space.  
(-1,000 ≤ a,b,c,d,e,f ≤ 1,000)

*Expected Output:*

Input the number(n):

5

Number of combinations of a, b, c and d :

56

Code:

|  |
| --- |
| import java.util.Scanner;  public class Main {  public static void main(String[] args) {  // Prompting the user to input the number (n)  System.out.println("Input the number(n):");  // Creating a Scanner object for user input  Scanner s = new Scanner(System.in);  // Reading the input number (n) from the user  int c = s.nextInt();  // Calling the check method to find the number of combinations  int ans = check(c);  // Displaying the number of combinations of a, b, c, and d  System.out.println("Number of combinations of a, b, c, and d :");  System.out.println(ans);  }  // Method to check the number of combinations  static int check(int c) {  // Initializing a counter for combinations  int ctr = 0;  // Nested loops to iterate through all possible combinations of a, b, c, and d  for (int i = 0; i < 10; i++) {  for (int j = 0; j < 10; j++) {  for (int k = 0; k < 10; k++) {  for (int l = 0; l < 10; l++) {  // Checking if the sum of a, b, c, and d equals the input number (n)  if (i + j + k + l == c) {  // Incrementing the counter for valid combinations  ctr++;  }  }  }  }  }  // Returning the total number of combinations  return ctr;  }  } |

Output:

![](data:image/png;base64,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)

**217.** Write a Java program to print the number of prime numbers less than or equal to a given integer.

**Input:**

n (1 ≤ n ≤ 999,999)

*Expected Output:*

Input the number(n):

1235

Number of prime numbers which are less than or equal to n.:

202

Code:

|  |
| --- |
| import java.util.Scanner;  public class Main {  public static void main(String[] args) {  // Prompting the user to input the number (n)  System.out.println("Input the number(n):");  // Creating a Scanner object for user input  Scanner s = new Scanner(System.in);  // Reading the input number (n) from the user  int c = s.nextInt();  // Calling the check method to find the number of prime numbers  int ans = check(c);  // Displaying the number of prime numbers which are less than or equal to n  System.out.println("Number of prime numbers which are less than or equal to n:");  System.out.println(ans);  }  // Method to check the number of prime numbers  static int check(int c) {  // Creating a boolean array to mark numbers as prime or not  boolean[] prime = new boolean[c + 1];  // Initializing a counter for prime numbers  int count = 0;  // Loop to mark non-prime numbers in the array  for (int i = 2; i <= Math.sqrt(c); i++) {  for (int j = i + i; j <= c; j += i) {  prime[j] = true;  }  }  // Counting the number of prime numbers  for (int i = 2; i <= c; i++) {  if (!prime[i]) {  count++;  }  }  // Returning the total number of prime numbers  return count;  }  } |

Output:

![](data:image/png;base64,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)

**218.** Write a Java program to compute the radius and central coordinates (x, y) of a circle constructed from three given points on the plane surface.

**Input:**

x1, y1, x2, y2, x3, y3 separated by a single space.

*Expected Output:*

Input x1, y1, x2, y2, x3, y3 separated by a single space:

5 6 4 8 7 9

Radius and the central coordinate:

1.821 (5.786 7.643)

Code:

|  |
| --- |
| // Importing necessary classes for input/output operations  import java.io.IOException;  import java.io.InputStreamReader;  import java.io.BufferedReader;  // Main class named "Main"  class Main {  // Main method with IOException in case of input error  public static void main(String[] args) throws IOException {  // Creating BufferedReader for efficient reading of input  BufferedReader br = new BufferedReader(new InputStreamReader(System.in));  // Prompting the user to input coordinates x1, y1, x2, y2, x3, y3 separated by a single space  System.out.println("Input x1, y1, x2, y2, x3, y3 separated by a single space:");  // Reading the input line and splitting it into an array of strings  String[] input = br.readLine().split(" ");  // Parsing the input strings into double values  double x1 = Double.parseDouble(input[0]);  double y1 = Double.parseDouble(input[1]);  double x2 = Double.parseDouble(input[2]);  double y2 = Double.parseDouble(input[3]);  double x3 = Double.parseDouble(input[4]);  double y3 = Double.parseDouble(input[5]);  // Calculating intermediate values for further computations  double A = x2 - x1;  double B = y2 - y1;  double p = (y2 \* y2 - y1 \* y1 + x2 \* x2 - x1 \* x1) / 2;  double C = x3 - x1;  double D = y3 - y1;  double q = (y3 \* y3 - y1 \* y1 + x3 \* x3 - x1 \* x1) / 2;  // Calculating the coordinates of the center (X, Y) and the radius (r) of the circle  double X = (D \* p - B \* q) / (A \* D - B \* C);  double Y = (A \* q - C \* p) / (A \* D - B \* C);  double r = Math.sqrt(Math.pow(X - x1, 2.0) + Math.pow(Y - y1, 2.0));  // Displaying the radius and the central coordinate of the circle  System.out.println("\nRadius and the central coordinate:");  System.out.printf("%.3f (%.3f %.3f)", r, X, Y);  }  } |

Output:
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**219.** Write a Java program to check if a point (x, y) is in a triangle or not. A triangle is formed by three points.

**Input:**

x1, y1, x2, y2, x3, y3 separated by a single space.

*Expected Output:*

Input (x1, y1)

2

6

Input (x2, y2)

3

5

Input (x3, y3)

4

6

Input (xp, yp)

5

6

The point is outside the triangle.

Code:

|  |
| --- |
| // Importing the necessary Java utility package  import java.util.\*;  // Main class named "Main"  public class Main {  // Method to calculate the outer product of vectors (x1, y1) and (x2, y2) with respect to point (x, y)  private double outer\_product(double x, double y, double x1, double y1, double x2, double y2){  // Shifting vectors to be relative to the point (x, y)  x1 = x1 - x;  y1 = y1 - y;  x2 = x2 - x;  y2 = y2 - y;  // Calculating the cross product (outer product) of the two vectors  double s = x1 \* y2 - y1 \* x2;  return s;  }  // Method to input coordinates and determine if a point is inside a triangle  public void point(){  // Creating a Scanner object for input  Scanner sc = new Scanner(System.in);  // Arrays to store coordinates of the triangle vertices (x, y)  double [] x = new double[3];  double [] y = new double[3];  // Prompting the user to input the coordinates of the three vertices of the triangle  System.out.println("Input (x1, y1)");  x[0] = sc.nextDouble();  y[0] = sc.nextDouble();  System.out.println("Input (x2, y2)");  x[1] = sc.nextDouble();  y[1] = sc.nextDouble();  System.out.println("Input (x3, y3)");  x[2] = sc.nextDouble();  y[2] = sc.nextDouble();  // Prompting the user to input the coordinates of the point (xp, yp)  System.out.println("Input (xp, yp)");  double xp = sc.nextDouble();  double yp = sc.nextDouble();  // Array to store the results of the outer product calculations for each edge of the triangle  boolean [] ans = new boolean[3];  // Calculating the outer product for each edge and determining if the point is inside the triangle  for(int i=0; i < 3; i++){  ans[i] = outer\_product(xp, yp, x[i], y[i], x[(i+1)%3], y[(i+1)%3]) > 0.0;  }  // Checking if all outer products have the same sign, indicating the point is inside the triangle  if(ans[0] == ans[1] && ans[1] == ans[2]){  // The point is inside the triangle  // Additional processing, if needed, can be added here  }  else{  // The point is outside the triangle  System.out.println("The point is outside the triangle.");  }  }  // Main method to create an object of the class and invoke the point method  public static void main(String[] args) {  Main obj = new Main();  obj.point();  }  } |

Output:

![](data:image/png;base64,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)

**220.** Write a Java program to compute and print the sum of two given integers (more than or equal to zero). If the given integers or the sum have more than 80 digits, print "overflow".

**Input:**

*Expected Output:*

Input two integers:

25

46

Sum of the said two integers:

71

Code:

|  |
| --- |
| // Importing necessary Java libraries  import java.math.BigInteger;  import java.util.Scanner;  // Main class named "Main"  public class Main {  // Main method to execute the program  public static void main(String args[]) {  // Creating a Scanner object for input  Scanner sc = new Scanner(System.in);  // Prompting the user to input two integers  System.out.println("Input two integers:");  // Declaring and initializing two strings to store user input  String s1 = new String();  String s2 = new String();  // Reading the first integer as a string  s1 = sc.nextLine();  // Reading the second integer as a string  s2 = sc.nextLine();  // Creating BigInteger objects from the input strings  BigInteger b1 = new BigInteger(s1);  BigInteger b2 = new BigInteger(s2);  // Creating a BigInteger object to store the result of addition  BigInteger result = new BigInteger("0");  // Adding the two input BigIntegers and storing the result  result = result.add(b1);  result = result.add(b2);  // Converting the result to a string  String s3 = "" + result;  // Displaying the sum of the two integers  System.out.println("\nSum of the said two integers:");  // Checking for overflow by comparing the lengths of the input and result strings  if (s1.length() > 80 || s2.length() > 80 || s3.length() > 80)  System.out.println("Overflow");  else  System.out.println(result);  }  } |

Output:
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Description automatically generated](data:image/png;base64,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)

**221.** Write a Java program that accepts six numbers as input and sorts them in descending order.

**Input:**

Input consists of six numbers n1, n2, n3, n4, n5, n6 (-100000 ≤ n1, n2, n3, n4, n5, n6 ≤ 100000). The six numbers are separated by a space.

*Expected Output:*

Input six integers:

4 6 8 2 7 9

After sorting the said integers:

9 8 7 6 4 2

Code:

|  |
| --- |
| // Importing necessary Java libraries for input and exception handling  import java.io.IOException;  import java.io.InputStreamReader;  import java.io.BufferedReader;  // Main class named "Main"  public class Main {  // Main method to execute the program  public static void main(String[] args) throws IOException {  // Creating a BufferedReader object for efficient reading of input  BufferedReader br = new BufferedReader(new InputStreamReader(System.in));  // Prompting the user to input six integers  System.out.println("Input six integers:");  // Reading the input line and splitting it into an array of strings  String[] input = br.readLine().split(" ", 6);  // Declaring an array to store the six integers  int[] data = new int[6];  // Parsing each string in the input array and storing it as an integer in the data array  for (int i = 0; i < 6; i++) {  data[i] = Integer.parseInt(input[i]);  }  // Sorting the integers in descending order using the Bubble Sort algorithm  for (int j = 0; j < 5; j++) {  for (int i = 5; i > j; i--) {  if (data[i - 1] < data[i]) {  // Swapping elements if they are in the wrong order  int swp = data[i];  data[i] = data[i - 1];  data[i - 1] = swp;  }  }  }  // Creating a StringBuilder to build the output string efficiently  StringBuilder sb = new StringBuilder();  // Appending each sorted integer followed by a space to the StringBuilder  for (int i : data) {  sb.append(i);  sb.append(" ");  }  // Displaying the result after sorting the integers  System.out.println("After sorting the said integers:");  // Printing the final output string after removing the trailing space  System.out.println(sb.substring(0, sb.length() - 1));  }  } |

Output:
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**222.** Write a Java program to test whether two lines PQ and RS are parallel. The four points are P(x1, y1), Q(x2, y2), R(x3, y3), and S(x4, y4).

**Input:**

−100 ≤ x1, y1, x2, y2, x3, y3, x4, y4 ≤ 100  
Each value is a real number with at most 5 digits after the decimal point.

*Expected Output:*

Input P(x1,y1),separated by a space.

5 6

Input Q(x2,y2),separated by a space.

4 2

Input R(x3,y3),separated by a space.

5 3

Input S(x4,y4),separated by a space.

5 6

Two lines are not parallel.

Code:

|  |
| --- |
| // Importing necessary Java utilities for input  import java.util.\*;  // Main class named "Main"  class Main {  // Main method to execute the program  public static void main(String args[]){  // Creating a Scanner object for user input  Scanner in = new Scanner(System.in);  // Prompting the user to input coordinates for point P(x1, y1)  System.out.println("Input P(x1, y1), separated by a space.");  double x1 = in.nextDouble(), y1 = in.nextDouble();  // Prompting the user to input coordinates for point Q(x2, y2)  System.out.println("Input Q(x2, y2), separated by a space.");  double x2 = in.nextDouble(), y2 = in.nextDouble();  // Prompting the user to input coordinates for point R(x3, y3)  System.out.println("Input R(x3, y3), separated by a space.");  double x3 = in.nextDouble(), y3 = in.nextDouble();  // Prompting the user to input coordinates for point S(x4, y4)  System.out.println("Input S(x4, y4), separated by a space.");  double x4 = in.nextDouble(), y4 = in.nextDouble();  // Calculating differences between coordinates to represent vectors  double p1 = x2 - x1, p2 = y2 - y1, q1 = x4 - x3, q2 = y4 - y3,  r1 = x3 - x1, r2 = y3 - y1, s1 = x4 - x1, s2 = y4 - y1;  // Checking if the cross product of vectors P-Q and R-S is close to zero  if(Math.abs(p1\*q2 - p2\*q1) < 1e-9)  // Output if the cross product is close to zero, indicating parallel lines  System.out.println("Two lines are parallel.");  else  // Output if the cross product is not close to zero, indicating non-parallel lines  System.out.println("Two lines are not parallel.");  }  } |

Output:

![](data:image/png;base64,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)

**223.** Write a Java program to find the maximum sum of a contiguous subsequence from a given sequence of numbers a1, a2, a3, ... an. A subsequence of one element is also a continuous subsequence.

**Input:**

You can assume that 1 ≤ n ≤ 5000 and -100000 ≤ ai ≤ 100000.  
Input numbers are separated by a space.  
Input 0 to exit.

*Expected Output:*

How many integers would you like to input?

5

Input the integers:

25 61 35 42 66

Maximum sum of the said contiguous subsequence:

229

Code:

|  |
| --- |
| // Importing necessary Java utilities for input  import java.util.\*;  // Main class named "Main"  public class Main {  // Main method to execute the program  public static void main(String [] args) {  // Creating a Scanner object for user input  Scanner s = new Scanner(System.in);  // Prompting the user to specify the number of integers to input  System.out.println("How many integers would you like to input?");  int n = s.nextInt();  // Initializing variables for the maximum sum and the current accumulation  int ans = -100000;  int acc = 0;  // Prompting the user to input the integers  System.out.println("Input the integers:");  // Looping through each input integer to find the maximum contiguous subsequence sum  for (int i = 0; i < n; i++) {  // Accumulating the current integer  acc += s.nextInt();  // Updating the maximum sum using Math.max function  ans = Math.max(ans, acc);  // Resetting the accumulation to 0 if it becomes negative  if (acc < 0) acc = 0;  }  // Outputting the maximum sum of the contiguous subsequence  System.out.println("Maximum sum of the said contiguous subsequence:");  System.out.println(ans);  }  } |

Output:

![](data:image/png;base64,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)

**224.** There are two circles C1 with radius r1, central coordinate (x1, y1) and C2 with radius r2 and central coordinate (x2, y2).  
Write a Java program to test the followings -  
"C2 is in C1" if C2 is in C1  
"C1 is in C2" if C1 is in C2  
"Circumference of C1 and C2 intersect" if circumference of C1 and C2 intersect, and  
"C1 and C2 do not overlap" if C1 and C2 do not overlap.

**Input:**

Input numbers (real numbers) are separated by a space.

*Expected Output:*

Input x1, y1, r1: (numbers are separated by a space)

5 6 8 7

Input x2, y2, r2: (numbers are separated by a space)

8 9 5 4

C1 and C2 do not overlap

Code:

|  |
| --- |
| // Importing the Scanner class for user input  import java.util.Scanner;  // Main class named "Main"  public class Main {  // Main method to execute the program  public static void main(String arg[]) {  // Creating a Scanner object for user input  Scanner in = new Scanner(System.in);  // Prompting the user to input x1, y1, and r1 for the first circle  System.out.println("Input x1, y1, r1: (numbers are separated by a space)");  double x1 = in.nextDouble(), y1 = in.nextDouble(), r1 = in.nextDouble();  // Prompting the user to input x2, y2, and r2 for the second circle  System.out.println("Input x2, y2, r2: (numbers are separated by a space)");  double x2 = in.nextDouble(), y2 = in.nextDouble(), r2 = in.nextDouble();  // Calculating the distance between the centers of the two circles  double l = Math.sqrt((x1 - x2) \* (x1 - x2) + (y1 - y2) \* (y1 - y2));  // Checking the relationship between the circles based on their radii and distance  if (l > r1 + r2)  System.out.println("Circumference of C1 and C2 intersect");  else if (r1 > l + r2)  System.out.println("C2 is in C1");  else if (r2 > l + r1)  System.out.println("C1 is in C2");  else  System.out.println("C1 and C2 do not overlap");  }  } |

Output:

![](data:image/png;base64,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)

**225.** Write a Java program that reads a date (from 2004/1/1 to 2004/12/31) and prints the day of the date. Jan. 1, 2004, was Thursday. Note that 2004 is a leap year.

*Expected Output:*

Input the month(1-12)

9

Input date (1-31)

15

Name of the date:

Wednesday

Code:

|  |
| --- |
| // Importing the Scanner class for user input  import java.util.\*;  // Main class named "Main"  class Main {  // Array to store the number of days in each month  static int days[] = {31, 29, 31, 30, 31, 30, 31, 31, 30, 31, 30, 31};  // Array to store the names of the days  static String name[] = {"Monday", "Tuesday", "Wednesday", "Thursday", "Friday", "Saturday", "Sunday"};  // Main method to execute the program  public static void main(String args[]) {  // Creating a Scanner object for user input  Scanner in = new Scanner(System.in);  // Prompting the user to input month and date (0 0 to exit)  System.out.println("Input month and date (0 0 to exit)");  // Infinite loop for continuous input until 0 0 is entered  for (;;) {  // Reading the input values for month and date  int m = in.nextInt(), d = in.nextInt();  // Checking for the exit condition  if (m == 0 && d == 0) break;  // Calling the solve method and printing the result  System.out.println(solve(m, d));  }  }  // Method to determine the day of the week based on the given month and date  static String solve(int month, int date) {  // Setting the initial day to Wednesday (index 3 in the 'name' array)  int cur = 3;  // Calculating the day index for the given month and date  for (int i = 0; i < month - 1; i++) {  cur += days[i];  }  cur += date - 1;  // Returning the name of the day based on the calculated index  return name[cur % 7];  }  } |

Output:
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**226.** Write a Java program to print mode values from a given sequence of integers. The mode value is the element that occurs most frequently. If there are several mode values, print them in ascending order.

**Input:**

A sequence of integer’s ai (1 ≤ ai ≤ 100). The number of integers is less than or equals to 100.

*Expected Output:*

How many integers would you like to input(Max.100?)

5

Input the integers:

25

35

15

5

45

Mode value(s)in ascending order:

5

15

25

35

45

Code:

|  |
| --- |
| // Importing the Scanner class for user input  import java.util.Scanner;  // Main class named "Main"  public class Main {  // Main method to execute the program  public static void main(String[] args) {  // Creating a Scanner object for user input  Scanner input = new Scanner(System.in);  // Array to store the count of occurrences for each integer (0-99)  int cnt[] = new int[100];    // Variable to track the current index in the loop  int i;  // Prompting the user to input the number of integers  System.out.println("How many integers would you like to input (Max. 100)?");    // Reading the input value for the number of integers  int x = input.nextInt();    // Prompting the user to input the integers  System.out.println("Input the integers:");  // Loop to process user input and update the count array  for (i = 0; i < x; i++) {  // Reading the next integer from the input  int n = input.nextInt();    // Updating the count array based on the input integer  cnt[--n]++;  }  // Variable to store the maximum count  int max = 0;  // Loop to find the maximum count in the count array  for (int n : cnt) {  if (max < n) {  max = n;  }  }  // Prompting the user with the mode value(s) in ascending order  System.out.println("Mode value(s) in ascending order:");  // Loop to find and print the mode value(s)  for (i = 0; i < cnt.length; i++) {  if (cnt[i] == max) {  // Printing the mode value (adding 1 to get the original value)  System.out.println(i + 1);  }  }  }  } |

Output:

![A screenshot of a computer code
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**227.** Write a Java program that reads a text (only alphabetical characters and spaces) and prints two words. The first one is the word which is frequently used in the text. The second one is the word with the most letters.  
Note: A word is a sequence of letters which is separated by the spaces.

**Input:**

A sequence of integer’s ai (1 ≤ ai ≤ 100). The number of integers is less than or equals to 100.

*Expected Output:*

Thank you for your comment and your participation.

Input a text in a line:

Most frequent text and the word which has the maximum number of letters:

your participation.

Code:

|  |
| --- |
| // Importing the Scanner class for user input  import java.util.Scanner;  // Main class named "Main"  class Main {    // Main method to execute the program  public static void main(String args[]) {  // Creating a Scanner object for user input  Scanner sc = new Scanner(System.in);  // Reading a line of text and splitting it into an array of strings  String strs[] = sc.nextLine().split(" ");    // Variables to track the maximum length and frequency  int max\_Length = 0;  int indexL = 0;  int max\_Frequency = 0;  int indexF = 0;  // Prompting the user to input a text in a line  System.out.println("Input a text in a line:");  // Loop to iterate through the array of strings  for (int i = 0; i < strs.length; i++) {  // Checking and updating the maximum length  if (max\_Length < strs[i].length()) {  indexL = i;  max\_Length = strs[i].length();  }  // Counting the frequency of the current string  int ctr = 0;  for (int j = i; j < strs.length; j++) {  if (strs[i].equals(strs[j])) {  ctr++;  }  }  // Checking and updating the maximum frequency  if (max\_Frequency < ctr) {  indexF = i;  max\_Frequency = ctr;  }  }  // Prompting the user with the most frequent text and the word with the maximum number of letters  System.out.println("Most frequent text and the word which has the maximum number of letters:");  System.out.println(strs[indexF] + " " + strs[indexL]);  }  } |

Output:
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**228.** Write a Java program that reads n digits (given) chosen from 0 to 9 and prints the number of combinations where the sum of the digits equals another given number (s). Do not use the same digits in a combination.  
For example, the combinations where n = 3 and s = 6 are as follows:  
1 + 2 + 3 = 6  
0 + 1 + 5 = 6  
0 + 2 + 4 = 6

**Input:**

Two integers as number of combinations and their sum by a single space in a line. Input 0 0 to exit.

*Expected Output:*

Input number of combinations and sum (separated by a space in a line):

3 6

Number of combinations:

3

Code:

|  |
| --- |
| // Importing the Scanner class for user input  import java.util.\*;  // Main class named "Main"  public class Main {    // Main method to execute the program  public static void main(String[] args) {  // Creating a Scanner object for user input  Scanner stdIn = new Scanner(System.in);  // Prompting the user to input the number of combinations and sum (separated by a space in a line)  System.out.println("Input number of combinations and sum (separated by a space in a line):");  // Reading the number of combinations (n) and the sum (s) from the user  int n = stdIn.nextInt();  int s = stdIn.nextInt();  // Calling the comnum method to calculate the number of combinations  int c1 = comnum(0, n, s, 0);  // Prompting the user with the number of combinations  System.out.println("Number of combinations:");  System.out.println(c1);  }  // Recursive method to calculate the number of combinations  public static int comnum(int i, int n, int s, int p) {  // Base case: If the sum (p) matches the target sum (s) and no more elements (n) are left  if (s == p && n == 0) {  return 1;  }  // Base case: If all elements are considered (i reaches 10), return 0  if (i >= 10) {  return 0;  }  // Base case: If the sum (p) exceeds the target sum (s), return 0  if (p > s) {  return 0;  }  // Recursive calls for including and excluding the current element  int c1 = comnum(i + 1, n - 1, s, p + i);  int c2 = comnum(i + 1, n, s, p);  // Returning the sum of combinations from both recursive calls  return c1 + c2;  }  } |

Output:
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Description automatically generated](data:image/png;base64,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)

**229.** Write a Java program that reads the two adjoining sides and the diagonal of a parallelogram. It will check whether the parallelogram is a rectangle or a rhombus.  
According to Wikipedia-  
parallelograms: In Euclidean geometry, a parallelogram is a simple (non-self-intersecting) quadrilateral with two pairs of parallel sides. The opposite or facing sides of a parallelogram are of equal length and the opposite angles of a parallelogram are of equal measure.  
rectangles: In Euclidean plane geometry, a rectangle is a quadrilateral with four right angles. It can also be defined as an equiangular quadrilateral, since equiangular means that all of its angles are equal (360°/4 = 90°). It can also be defined as a parallelogram containing a right angle.  
rhombus: In plane Euclidean geometry, a rhombus (plural rhombi or rhombuses) is a simple (non-self-intersecting) quadrilateral whose four sides all have the same length. Another name is equilateral quadrilateral, since equilateral means that all of its sides are equal in length. The rhombus is often called a diamond, after the diamonds suit in playing cards which resembles the projection of an octahedral diamond, or a lozenge, though the former sometimes refers specifically to a rhombus with a 60° angle (see Polyiamond), and the latter sometimes refers specifically to a rhombus with a 45° angle.

**Input:**

Two adjoined sides and the diagonal.  
1 ≤ ai, bi, ci ≤ 1000, ai + bi > ci

*Expected Output:*

Input two adjoined sides and the diagonal of a parallelogram (comma separated):

8,8,8

This is a rhombus.

Code:

|  |
| --- |
| // Importing the Scanner class for user input  import java.util.\*;  // Main class named "Main"  public class Main {    // Main method to execute the program  public static void main(String[] args) {  // Creating a Scanner object for user input  Scanner stdIn = new Scanner(System.in);  // Prompting the user to input the number of combinations and sum (separated by a space in a line)  System.out.println("Input number of combinations and sum (separated by a space in a line):");  // Reading the number of combinations (n) and the sum (s) from the user  int n = stdIn.nextInt();  int s = stdIn.nextInt();  // Calling the comnum method to calculate the number of combinations  int c1 = comnum(0, n, s, 0);  // Prompting the user with the number of combinations  System.out.println("Number of combinations:");  System.out.println(c1);  }  // Recursive method to calculate the number of combinations  public static int comnum(int i, int n, int s, int p) {  // Base case: If the sum (p) matches the target sum (s) and no more elements (n) are left  if (s == p && n == 0) {  return 1;  }  // Base case: If all elements are considered (i reaches 10), return 0  if (i >= 10) {  return 0;  }  // Base case: If the sum (p) exceeds the target sum (s), return 0  if (p > s) {  return 0;  }  // Recursive calls for including and excluding the current element  int c1 = comnum(i + 1, n - 1, s, p + i);  int c2 = comnum(i + 1, n, s, p);  // Returning the sum of combinations from both recursive calls  return c1 + c2;  }  } |

Output:
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Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA3kAAACeCAYAAACPWcNyAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAABALSURBVHhe7d09ktu4tgBgWb8TeS2zj1s1wWSOnN0F3MyRt3GzKSdewKxEy5ms30M/8Q2GDUAk+CMK+r4qVrNJAOcAomQes+3+9PP7l7fdAL9/++O2BwAAwBwul8tt76O3t4+l2vV6fe9zOp125/N5dzgcdsfj8f1rsN/vd/v3PQAAAJqgyAMAAGiIIg8AAKAhijwAAICGKPIAAAAaosgDAABoiCIPAACgIYo8AACAhijyAAAAGqLIAwAAaIgiDwAAoCGKPAAAgIYo8gAAABry6ef3L2+3/aLfv/1x24PH+OXHj/evf339+v61pGsbDGk/1tLjz2nMui1tjnXb0nyeyaPX7VlftyF5z3Fdv4p4rWJbXbdUvl7jx6i5dta63p7tum5VeB2edc0vl8tt76O3t4+l2vV6fe9zOp125/N5dzgcdsfj8f1rsN/vPckbK/dGnttacQCm8FlFq1zb8Dy696v37d8WKfLCAg/Zns1aOT/j2gCvx2cVY4W/ZY+3rYqv7WfJuXU1r0NNnxprxSGt/37l/3iSR5OW/rBdevxWWTda5Lpul9cUnof36z8tUuTFf+DFC547DgAAMEb3FE9d8dEq//HKkBeg32bIo9dSnyDVr5RL6lx/zJJcnkPUxCnNpTNkvrEpc8jJzW1I3in9fqW2wdg4ufZT5tG1icco9Qv68e61D3I5BkP6D5WKkxs/l9NS85lr3eZcr86Ytejadufivvdyy8UJps6rNHZfHGvO+UydQ86Ydcu1HZJbTd9SbkGqb6pPLkbXtjsf9703p5r5dPpx5zZmDWJL5xVMWbch+nPoxyvFGZPbWnH6+nGHGNNnzDz6psQJ7vVL9YnF/fu5jJlXLk6/Txwj7pOKWYo3Vhx3qNScSv2Hto9zSc23dCx8/xL/8UqYcLwQQf/7vlSf4F6/V5Zbm9xa1iqNVcphDaX4c+eQGrMUI3UuNUasdG5OuThzx68ZL9UnHCuNlTtXE7+kJocgnOufrx1rC+aYT2qMqeYeL2fsXIOa3Epj3cuhf/5e+5zSuTXk4ofj/XPdsf653PGpSmPNGSfI5Z6LMyW3teIsLTePufPKjVeKNSWHVN+aOEP7hO9Txx5laN6d0vGhfVJt730/l809yeuUKt9Ork+Qi1nKpXQuuHd+LkPjDGmXatMdC4YcnyKMmRqrJofu3NDcSu1r4vcNySceL+jaluLkxi3Fqxmvxr0chsQYkk/NfMYeD+6dSx2vlRuvyyGIz8fHg+5crn0w5Fwqh1pjxpwyn6XnUpND35h2qTa5HMYeD6b2CbrzpT5BOJ873kmd73TtSm1q5OIPOV4yV54hXmqsXH41+nNKzTeXw5jchsQJ+mOOjdPXtSu16RvSJ9dmTLwxcYK4Xe54MLVPMKZf/1iQ6jP2WGrcGmPGS+XTCedSxzrxuTHHS8fC9/H5t3//+7b3UVO/QiFetHi/pN+uv5iv4t58UxdcJ/5+rnXLvX6p46Xc5rT2GnTisXPz62KmznfH+nmttW73zBW7Zj4163bP3GuZG29InLhNrv1WroMhxswndb47NvY1TVl73XIx7sXun8+1L80n/r60dnG7XJxO7vy9fkuqWYNwPN46ueNT5caaM0asP273feo6mJJbLk7KlDhL6dYjlUN3rPTeGarmGo2V+pSM6Zc7NzTW0kqvVV9pvYP+samvz1Zsrsgb8mL11fRpUXexDbnocmu2hbVcK4c112CNOa352q3xwdbafGqNXYc1163GVvPb+rqNlZvPvXm2tA61a9Cateb7aus6hzWv0TVen1SMLV0XY3PJtS+NU7MGY/Mayq9QaMxSF8oU4QY6tZGXWq+wPVp8fW0pr06cU7zlrD2fOEa8kZdar7A9s9R8wlbSP3+v/ZriOcQbZak1C9sWpPIKW43wOZu7N0nFCNujpXIK21b0c5mS2zO+PgyjyGNRPgzak/oD4Zk/+Neaj/cCwdjrIL42u+syHqN/7a7NdV1ny+u2Vm6unfHW/Dzw+jw/RV4j+m/Gpd70Y/Rz6G/kpdYr3rYglc+j/1CIc0ptJal2c83He6Fear3i7ZnUXAelazDXZy2u6zpbXre1ctv6tZPKKd4eZa3PA+/tNjRb5JXeCClj2o8du9a9OFPeaLmxl5jbHB8IS+S15ho8ylpzWetD/9nn86g/HJdet5beM7Gl5jX0Oujih/aprSSX+xJzupfLo6y5BjUeuW731mCt3LZ67axlzDXaHQtrltqWsNS4jzL2vT/m9dmiJou8ePFzF2jcZuiLtdbFXhun61fqH5/rz3vIus0hxEmteRezlNcctrAGObk16KSOr7VuwRJj9tXMp2bdgjXmUxLiz5XDmtdBp4u5hNrXdKxHrFtfiDX3fILSnJZ87eacT40trEGNtdatZg3WzG2NODndeuRymCs31+h8huRTWu+gf+xZX5++RX5P3pAFD1KLmFqw3Ll7cXKLX9svKPUt9RtraJy43ZDjwZT5j3EvTieXdyy06c4Nza/UvmYNhsyn329IDrk+OWNyC21LOYw1Z26xoWtQms8SuaX61BiyBkEcLzfPYOwahHal8aYozW2p+XTmmksuThi/Nregpk8Q96tZgyl9xpxbYj5BKoexatYgVlqPqWrWrUbNGtTkVrNWU+KU9HNYok9qnluJU+qTOpczZD5BN2YqxtBjU4wZ796c+mPUtr833/hYvB9+511OU78nbw79xY/1z4XvS+1jQ9tNtWSc0nznjFsTJ3V8zpw6NbmtpSa31PEl5lEac854NfMJ53Ntxh4P7sUboya3Gqmx5hw/Zcnxw9i58eeMmxpriXktMZ9wk9DdKHSWiJOyVpwacisrxV8jt7Xi1FgrtyXipD4PaiyR26ONndPY9lu0yJO8tcQVMPS5PoBnNuQzzOccOa6Ntvg8SGtlzp7kAQAARLpij78p8nh6qTf2K/5tFtCm3M2Lmxp4PT4P/im+z/OZ+E9+XJOnV3pTuzaAZzbkpsXnHCnukdrj8yAvXptnXAM/rgkJuTezP9iAZ1f6HAvnfM7B6/B5kNfN3Wfi3576SR4AAMAz8yQPAACAIkUeAABAQxR5AAAADVHkAQAANESRBwAA0BBFHgAAQEMUeQAAAA1R5AEAADREkQcAANCQTz+/f/n4a9QTfv/2x21vmF9+/Ljt/dNfX7/e9ubRWhwAAOB1XC6X295Hb28fS7Xr9fre53Q67c7n8+5wOOyOx+P712C/3y/zJC9XEAWlc2O1FgcAAGCq2Z/kxUVP/ylX6dxYrcUBAABez9M8yQtSRc8ShVBrcQAAAKbwH68AAAA0ZJH/eCX1Y4xL/Ghja3EAAIDXssSPa/rfNQdaKw4AAPA6nurf5AEAALC+xX+FQnjSFT/tyj0Rq9FaHAAAgKlmL/L6BVFn7sKotTgAAABz8CsUBlorDgAAwBSb/Dd54clYty1prTgAAABrWazISxVONcXUvT7PFgcAAGBJi/+evJR7P+bY759r/yxxAAAAUp7mVyiUip4hBdHQoulZ4gAAAKxlsV+GPlX89GzJQmqtOAAAAH0v88vQFXgAAAB1NlXkhaJrjcJrrTgAAABr2+STvGCtwkuBBwAAtGSz/yYPAACgdS/zb/IAAACoo8gDAABoiCIPAACgIYo8AACAhijyAAAAGqLIAwAAaIgiDwAAoCGKPAAAgIZspsj75ceP961W13/KGEvZcm5bs+V18hoCAPAMPMkDAABoyOxFXve0Y+gGAADAfJp5kvfX16//v23NlnMDAADaMnuRFxc0/cKmdA4AAIDpPv38/uXttl/0+7c/bnvjdT+WWSrq+m3iH+XM9cv9uOeQ4jHVd86ic8u5dabkOEQ3fjdeP14qTqnPvbxS87kXIzV+LmbcL+jHuxerr3Qu6I8f5NoCAPCcLpfLbe+jt7ePpdr1en3vczqddufzeXc4HHbH4/H9a7Df77f345rhxrZ/c5u62Z0iN97ccWqslVtpvCXWITXmvRz65++1T0mN00mNnzrWl2oXpI7Vyo01ZwwAANq02X+TF55YxE8tUje3XZt+25JunH7fof2Hqhl7rdw6pThzFhOpeXXuxRnSPj6WilGSaju0f9duSNsxUuu1RBwAANq0ySIvvpld88Z2yzfRc+eWG2+pNeiPOyRO3CbXvl/gxeLv7xWTY+VizR2nL7cOAADQ2VyRt9ZN7NI341NsObcaNa/p2D659qVxUueGxB2bW63WrgMAANax2R/XXEp8gx5uorttC9bOLY4Rb2sJ812rYHomW75GAQDYvpcr8oJUcbGVG+m1clM0bNuWr1EAALbtJYu8TncjHd9Mb+Umesnc4nHiOP14PF7qdVHoAQBQ8tJFXmzLxc1SuW15zmPlCp+1CqKxcWryGvN6hfHXmjsAANvyckXelm98H53bMxYGpSdc8fdLFrRD4sRt7q3xvfP3jIkFAEB7Pv38/uXjr1FP+P3bH7e98bobzdKNdqlN7tyQG9ixfUo5jvHsuQVT43VxxoxT6pM7N3bdUuMMOTY2Tqc2v5xcnE6//732AAA8zuVyue199Pb2sVS7Xq/vfU6n0+58Pu8Oh8PueDy+fw32+/1r/++afY++GV4rtzBWbrxHr0GNteZTGmvMufD9XGOlxG2GtAcAoC2rPMkDAADgI0/yAAAAKFLkAQAANESRBwAA0BBFHgAAQEMUeQAAAA1R5AEAADREkQcAANAQRR4AAEBDFHkAAAANUeQBAAA0RJEHAADQEEUeAABAQxR5AAAADVHkAQAANESRBwAA0JBPP79/ebvtF/3rP/+97QEAADCHz58/3/Y+env7WKpdr9fd5XLZnU6n3fl83h0Oh93xeHz/Guz3e0/yAAAAWrKpJ3mhKgUAgLn8+uuvtz3YJk/yAAAAKFLkAQAANESRBwAA0BBFHgAAQEMWL/L+/PPP2x4AAEB7vn79etvbhkWLPAUeAADwCrZU6C1W5CnwAACAV7KVQm+RIk+BBwAAvKItFHqzF3kKPAAA4JU9utCbtchT4AEAADy20Ju1yPvtt99uewAAAK/rx48ft731zf7jmgo9AADglT2ywAsW+Y9XFHoAAMArenSBFyxS5AUKPQAA4JVsocALFivyAoUeAADwCrZS4AWLFnmBQg8AAGjZlgq8YPEiDwAAgPUo8gAAABqiyAMAAGiIIg8AAKAhn35+//J22y/613/+e9sDAABgDp8/f77tffT29rFUu16vu8vlsjudTrvz+bw7HA674/H4/jXY7/ee5AEAALTk0/9Wh4Oe5AEAALAeT/IAAABQ5AEAALREkQcAANAQRR4AAEBDFHkAAAANUeQBAAA0RJEHAADQEEUeAABAQxR5AAAADVHkAQAANESRBwAA0BBFHgAAQEMUeQAAAA1R5AEAADREkQcAANAQRR4AAEBDFHkAAAANUeQBAAA0RJEHAADQEEUeAABAQxR5AAAADVHkAQAANESRBwAA0BBFHgAAQEMUeQAAAM3Y7f4H54JHPHi5b/0AAAAASUVORK5CYII=)

**230.** Write a Java program to replace a string "python" with "java" and "java" with "python" in a given string.

**Input:**

English letters (including single byte alphanumeric characters, blanks, symbols) are given on one line. The length of the input character string is 1000 or less.  
**Output:**  
Exchanged character string of python and java on one line.

*Expected Output:*

Input the string:

python is more propular than java

New string:

java is more propular than python

Code:

|  |
| --- |
| // Importing necessary classes for input/output operations  import java.io.IOException;  import java.io.BufferedReader;  import java.io.InputStreamReader;  // Main class named "Main"  class Main {    // Main method to execute the program  public static void main(String[] args) throws IOException {  // Creating BufferedReader object to read input from the user  BufferedReader br = new BufferedReader(new InputStreamReader(System.in));    // Prompting the user to input a string  System.out.println("Input the string:");    // Reading the input string  String str1 = br.readLine();    // Replacing occurrences of "java" with "py\_thon"  str1 = str1.replaceAll("java", "py\_thon");    // Replacing occurrences of "python" with "java"  str1 = str1.replaceAll("python", "java");    // Replacing occurrences of "py\_thon" with "python"  str1 = str1.replaceAll("py\_thon", "python");    // Outputting the new string  System.out.println("New string:");  System.out.println(str1);  }  } |

Output:
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Description automatically generated](data:image/png;base64,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)

**231.** Write a Java program to find the difference between the largest integer and the smallest integer. These integers are created by 8 numbers from 0 to 9. The number that can be rearranged starts with 0 as in 00135668.

**Input:**

Data is a sequence of 8 numbers (numbers from 0 to 9).  
**Output:**  
The difference between the largest integer and the smallest integer.

*Sample Output:*

Input an integer created by 8 numbers from 0 to 9:

567894321

Difference between the largest and the smallest integer from the given integer:

75308643

Code:

|  |
| --- |
| // Importing necessary classes for input/output operations and array manipulation  import java.util.\*;  // Main class named "Main"  public class Main {    // Main method to execute the program  public static void main(String[] args) {  // Creating Scanner object to read input from the user  Scanner sc = new Scanner(System.in);    // Prompting the user to input an integer created by 8 numbers from 0 to 9  System.out.println("Input an integer created by 8 numbers from 0 to 9:");    // Reading the input string  String s = sc.next();    // Initializing an array to store individual digits of the input integer  int[] num = new int[8];    // Extracting each digit from the input string and storing it in the array  for (int i = 0; i < 8; i++) {  num[i] = Integer.valueOf(s.substring(i, i + 1));  }    // Sorting the array in ascending order  Arrays.sort(num);    // Initializing variables to calculate the smallest and largest integers  int a = 0;  int b = 0;  int c = 1;    // Calculating the smallest and largest integers from the sorted array  for (int i = 0; i < 8; i++) {  a += num[i] \* c;  b += num[7 - i] \* c;  c \*= 10;  }    // Outputting the difference between the largest and smallest integers  System.out.println("Difference between the largest and the smallest integer from the given integer:");  System.out.println(a - b);  }  } |

Output:

![A computer screen shot of a number

Description automatically generated](data:image/png;base64,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)

**232.** Write a Java program to compute the sum of the first n prime numbers.

**Input:**

n ( n ≤ 10000). Input 0 to exit the program.

*Sample Output:*

Input a number (n<=10000) to compute the sum:

100

Sum of first 100 prime numbers:

24133

Code:

|  |
| --- |
| // Importing necessary classes for input/output operations and mathematical functions  import java.util.\*;  // Main class named "Main"  public class Main {    // Main method to execute the program, throws IOException  public static void main(String[] args) throws java.io.IOException {  // Creating Scanner object to read input from the user  Scanner scan = new Scanner(System.in);  // Initializing variables to count prime numbers and calculate their sum  int count = 0;  int sum = 0;  // Prompting the user to input a number (n<=10000) to compute the sum  System.out.println("Input a number (n<=10000) to compute the sum:");  // Reading the input number  int n = scan.nextInt();  // Looping through numbers to find prime numbers and calculate their sum  for (int i = 2;; i++) {  if (prime(i)) {  count++;  sum += i;  // Breaking the loop when the required number of prime numbers is reached  if (count == n) break;  }  }  // Outputting the sum of the first n prime numbers  System.out.println("Sum of first " + n + " prime numbers:");  System.out.println(sum);  }  // Method to check if a number is prime  public static boolean prime(int n) {  // If n is 1, it is not prime  if (n == 1) return false;  // Checking for factors up to the square root of n  for (int i = 2; i <= Math.sqrt(n); i++)  if (n % i == 0) return false;  // If no factors are found, n is prime  return true;  }  } |

Output:

![A white background with blue text
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**233.** Write a Java program that accepts an even number (n should be greater than or equal to 4 and less than or equal to 50,000, a Goldbach number) from the user and creates combinations that express the given number as a sum of two prime numbers. Print the number of combinations.

Goldbach number: A Goldbach number is a positive even integer that can be expressed as the sum of two odd primes.[4] Since four is the only even number greater than two that requires the even prime 2 in order to be written as the sum of two primes, another form of the statement of Goldbach's conjecture is that all even integers greater than 4 are Goldbach numbers.  
The expression of a given even number as a sum of two primes is called a Goldbach partition of that number. The following are examples of Goldbach partitions for some even numbers:  
6 = 3 + 3  
8 = 3 + 5  
10 = 3 + 7 = 5 + 5  
12 = 7 + 5  
...  
100 = 3 + 97 = 11 + 89 = 17 + 83 = 29 + 71 = 41 + 59 = 47 + 53

*Sample Output:*

Input an even number: 100

Number of combinations: 6

Code:

|  |
| --- |
| // Importing necessary classes for input/output operations  import java.io.BufferedReader;  import java.io.IOException;  import java.io.InputStreamReader;  // Main class named "Main"  public class Main {  // Main method to execute the program, throws NumberFormatException and IOException  public static void main(String[] args) throws NumberFormatException, IOException {  // Creating BufferedReader and StringBuilder objects for efficient input and output  BufferedReader reader = new BufferedReader(new InputStreamReader(System.in));  StringBuilder builder = new StringBuilder();  // Setting the maximum value for calculations  int max = 50000;  // Prompting the user to input an even number  System.out.print("Input an even number: ");  // Creating a boolean array to store information about prime numbers  boolean[] primes = new boolean[max + 1];  // Initializing count variable to count prime numbers  int count = 1;  // Looping through odd numbers to find prime numbers using the Sieve of Eratosthenes algorithm  for (int i = 3; i <= max; i += 2) {  if (!primes[i]) {  count++;  // Marking multiples of the current prime number as non-prime  if (i <= Math.sqrt(max)) {  for (int j = i; j <= max / i; j += 2) {  primes[(int) (i \* j)] = true;  }  }  }  }  // Creating an array to store prime numbers  int[] prime = new int[count];  prime[0] = 2;  int count2 = 1;  // Filling the prime array with prime numbers  for (int i = 3; i <= max; i += 2) {  if (!primes[i]) {  prime[count2] = i;  count2++;  }  }  // Creating an array to store the count of combinations for each sum of two prime numbers  int[] g = new int[max + 1];  // Calculating the count of combinations for each sum of two prime numbers  for (int i = 0; i <= prime.length; i++) {  for (int j = i; j < prime.length && prime[i] + prime[j] <= max; j++) {  g[prime[i] + prime[j]]++;  }  }  // Reading the input value for which we want to find the count of combinations  int n = Integer.parseInt(reader.readLine());  // Appending the count of combinations to the StringBuilder  builder.append(g[n]).append('\n');  // Outputting the number of combinations  System.out.print("\nNumber of combinations: ");  System.out.print(builder);  }  } |

Output:
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**234.** If you draw a straight line on a plane, the plane is divided into two regions. For example, if you draw two straight lines in parallel, you get three areas. If you draw vertically from one to the other you get 4 areas.

Write a Java program to create the maximum number of regions obtained by drawing n given straight lines.  
**Input:**  
xp,yp, xq, yq, xr, yr, xs and ys are -100 to 100 respectively and each value can be up to 5 digits after the decimal point It is given as a real number including the number of.  
**Output: Yes or No.**

*Sample Output:*

Input number of straight lines:

5

Number of regions:

16

Code:

|  |
| --- |
| // Importing the necessary package for Scanner class  import java.util.\*;  // Main class named "Main"  public class Main {  // Main method to execute the program  public static void main(String[] args){  // Creating a Scanner object to read input from the console  Scanner scan = new Scanner(System.in);  // Prompting the user to input the number of straight lines  System.out.println("Input number of straight lines:");  // Reading the input value for the number of straight lines  int n = scan.nextInt();  // Outputting the number of regions based on the given formula  System.out.println("Number of regions:");  System.out.println((n \* (n + 1) >> 1) + 1);  }  } |

Output:
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Description automatically generated](data:image/png;base64,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)

**235.** There are four different points on a plane: P(xp, yp), Q(xq, yq), R(xr, yr) and S(xs, ys). Write a Java program to test whether AB and CD are orthogonal or not.

**Input:**  
xp,yp, xq, yq, xr, yr, xs and ys are -100 to 100 respectively and each value can be up to 5 digits after the decimal point It is given as a real number including the number of.  
**Output: Yes or No.**

*Sample Output:*

Input xp, yp, xq, yq, xr, yr, xs, ys:

3.5 4.5 2.5 -1.5 3.5 1.0 0.0 4.5

Two lines are not orthogonal.

Code:

|  |
| --- |
| // Importing the necessary package for Scanner class  import java.util.\*;  // Importing the static Math class for using static methods  import static java.lang.Math.\*;  // Main class named "Main"  class Main{  // Main method to execute the program  public static void main(String args[]){  // Prompting the user to input coordinates  System.out.println("Input xp, yp, xq, yq, xr, yr, xs, ys:");  // Creating a Scanner object to read input from the console  Scanner scan = new Scanner(System.in);  // Arrays to store x and y coordinates  double x[] = new double[4];  double y[] = new double[4];  // Reading input for coordinates  for(int i=0;i<4;i++){  x[i] = scan.nextDouble();  y[i] = scan.nextDouble();  }  // Calculating the product of differences for x and y coordinates  double a = (x[0] - x[1]) \* (x[2] - x[3]);  double b = (y[0] - y[1]) \* (y[2] - y[3]);  // Checking if the sum of products is zero to determine orthogonality  if((float)a + (float)b == 0)  System.out.println("Two lines are orthogonal.");  else  System.out.println("Two lines are not orthogonal.");  }  } |

Output:
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Description automatically generated with medium confidence](data:image/png;base64,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)

**236.** Write a Java program to sum all numerical values (positive integers) embedded in a sentence.

**Input:**  
Sentences with positive integers are given over multiple lines. Each line is a character string containing one-byte alphanumeric characters, symbols, spaces, or an empty line. However the input is 80 characters or less per line and the sum is 10,000 or less.

*Sample Output:*

Input some text and numeric values:

5 apple and 10 orange are rotten in the basket

Sum of the numeric values:

15

Code:

|  |
| --- |
| // Importing the Scanner class from java.util package  import java.util.Scanner;  // Main class named "Main"  public class Main  {  // Main method to execute the program  public static void main(String arg[])  {  // Creating a Scanner object to read input from the console  Scanner in = new Scanner(System.in);  // Initializing variables to store the count and temporary numeric value  int count = 0;  String tmp = "0";  // Prompting the user to input some text and numeric values  System.out.println("Input some text and numeric values:");  // Converting the input string to a character array  char ch[] = in.nextLine().toCharArray();  // Looping through each character in the array  for(int i = 0; i < ch.length; i++)  {  // Checking if the current character is a digit  while(i < ch.length && (Character.isDigit(ch[i])))  {  // Concatenating digits to form a temporary numeric value  tmp += ch[i];  i++;  }  // Adding the numeric value to the count  count += Integer.valueOf(tmp);  // Resetting the temporary numeric value  tmp = "0";  }  // Displaying the sum of the numeric values  System.out.println("\nSum of the numeric values:");  System.out.println(count);  }  } |

Output:
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**237.** There are 10 vertical and horizontal squares on a plane. Each square is painted in blue and green. Blue represents the sea, and green represents the land. When two green squares are in contact with the top and bottom, or right and left, they are ground. The area created by only one green square is called an "island". For example, the figure below shows five islands.  
Write a Java program to read the mass data and find the number of islands. .

**Input:**  
A single data set is represented by 10 rows of 10 numbers representing green squares as 1 and blue squares as zeros.  
**Output:** For each data set, output the number of islands.

*Sample Output:*

Input 10 rows of 10 numbers representing green squares (island) as 1 and blue squares (sea) as zeros

1100000111

1000000111

0000000111

0010001000

0000011100

0000111110

0001111111

1000111110

1100011100

1110001000

Number of islands:

5

Code:

|  |
| --- |
| // Importing the Scanner class from java.util package  import java.util.Scanner;  // Main class named "test"  public class test {  // 2D array to represent the map  public static boolean[][] map;  // Array representing possible moves: down, right, up, left  public static int[][] move = {{1, 0}, {0, 1}, {-1, 0}, {0, -1}};  // Recursive method to perform depth-first search (DFS) on the map  public static void fds(int i, int j){  // Marking the current cell as visited  map[i][j] = false;  // Checking neighbors in all four directions  for(int k = 0; k < 4; k++){  int i2 = i + move[k][0];  int j2 = j + move[k][1];  // Recursively applying DFS to unvisited neighbors within the map boundaries  if(0 <= i2 && i2 < 10 && 0 <= j2 && j2 < 10 && map[i2][j2]){  fds(i2, j2);  }  }  }  // Main method to execute the program  public static void main(String[] args) {  // Prompting the user to input 10 rows of 10 numbers representing the map  System.out.println("Input 10 rows of 10 numbers representing green squares (island) as 1 and blue squares (sea) as zeros");  // Creating a Scanner object to read input from the console  Scanner sc = new Scanner(System.in);  // Initializing the map array  map = new boolean[10][10];  // Reading input to populate the map  for(int i = 0; i < 10; i++){  char[] s = sc.next().toCharArray();  for(int j = 0; j < 10; j++){  // Converting characters to boolean values (1 as true, 0 as false)  map[i][j] = s[j] == '1';  }  }  // Variable to store the number of islands  int x = 0;  // Iterating through each cell on the map  for(int i = 0; i < 10; i++){  for(int j = 0; j < 10; j++){  // If the cell represents an island and is not visited, perform DFS  if(map[i][j]){  fds(i, j);  // Incrementing the island count  x++;  }  }  }  // Displaying the number of islands  System.out.println("Number of islands:");  System.out.println(x);  }  } |

Output:
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**238.** When characters are consecutive in a string, it is possible to shorten it by replacing them with a certain rule. For example, the character string YYYYY, if it is expressed as # 5 Y, it is compressed by one character.  
Write a Java program to restore the original string by entering the compressed string with this rule. However, the # character does not appear in the restored character string.  
Note: The original sentences are uppercase letters, lowercase letters, numbers, symbols, less than 100 letters, and consecutive letters are not more than 9 letters.

**Input:**  
Multiple character strings are given. One string is given per line.  
**Output:** The restored character string for each character on one line.

*Sample Output:*

Input the text:

XY#6Z1#4023

XYZZZZZZ1000023

Code:

|  |
| --- |
| // Importing the Scanner class from java.util package  import java.util.\*;  // Main class named "Main"  public class Main {  public static void main(String[] args) {  // Creating a Scanner object to read input from the console  Scanner stdIn = new Scanner(System.in);  // Prompting the user to input the text  System.out.println("Input the text:");  // Reading the input string  String str = stdIn.next();  // Iterating through each character in the input string  for (int i = 0; i < str.length(); ++i) {  // Checking if the current character is '#'  if (str.charAt(i) == '#') {  // Repeating the next character by the specified number of times  for (int j = 0; j < (str.charAt(i + 1) - '0'); ++j) {  // Printing the repeated character  System.out.print(str.charAt(i + 2));  }  // Skipping the processed characters (the count and the repeated character)  i += 2;  } else {  // Printing the current character as it is  System.out.print(str.charAt(i));  }  }  // Printing a new line after processing the input string  System.out.println();  }  } |

Output:
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**239.** A search engine giant such as Google accepts thousands of web pages from around the world and categorizes them, creating a huge database of information. Search engines also analyze search keywords entered by the user and create database queries based on those keywords. In both cases, complicated processing is carried out to realize efficient retrieval, but the basics are all about cutting out words from sentences.  
Write a Java program to cut out words of 3 to 6 characters length from a given sentence not more than 1024 characters.

**Input:**  
English sentences consisting of delimiters and alphanumeric characters are given on one line.  
**Output:** Output a word delimited by one space character on one line.

*Sample Output:*

Input a sentence (1024 characters. max.)

The quick brown fox

3 to 6 characters length of words:

The quick brown fox

Code:

|  |
| --- |
| // Importing the Scanner class from java.util package  import java.util.Scanner;  // Main class named "Main"  public class Main {  public static void main(String[] args) {  // Creating a Scanner object to read input from the console  Scanner sc = new Scanner(System.in);  // Prompting the user to input a sentence (max 1024 characters)  System.out.println("Input a sentence (1024 characters max.)");  // Reading the input sentence, removing commas and periods, and splitting into words  String[] str = ((sc.nextLine()).replace(",", "").replace(".", "")).split(" ");  // Initializing a flag to control space between words in the output  int flag = 0;  // Prompting the user about the following output  System.out.println("\n3 to 6 characters length of words:");  // Iterating through each word in the array  for (String s : str) {  // Calculating the length of the current word  int l = s.length();  // Checking if the length is between 3 and 6 (inclusive)  if (l >= 3 && l <= 6) {  // Checking if a space should be printed before the current word  if (flag == 1) {  System.out.print(" ");  }  // Printing the current word  System.out.print(s);  // Updating the flag to indicate that a word has been printed  flag = 1;  }  }  }  } |

Output:
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**240.** As shown in Figure 1, arrange integers (0 to 99) as narrow hilltops. When reading such data from top to bottom, following the next rule represents a huge amount of data.  
Write a Java program that computes the maximum value of the sum of the passing integers.

**Input:**  
A series of integers separated by commas are given in diamonds. No spaces are included in each line. The input example corresponds to Figure 1. The number of lines of data is less than 100 lines.  
**Output:** The maximum value of the sum of integers passing according to the rule on one line.

*Sample Output:*

Input the numbers (ctrl+c to exit):

8

4,9

9,2,1

3,8,5,5

5,6,3,7,6

3,8,5,5

9,2,1

4,9

8

Maximum value of the sum of integers passing according to the rule on one line.

64

Code:

|  |
| --- |
| // Importing required Java classes  import java.util.ArrayList;  import java.util.List;  import java.util.Scanner;  // Main class named "Main"  public class Main {  // Main method, the entry point of the program  public static void main(String[] args) {  // Prompting the user to input numbers (Ctrl+C to exit)  System.out.println("Input the numbers (Ctrl+C to exit):");  // Creating a Scanner object to read input from the console  Scanner sc = new Scanner(System.in);  // Creating a List to store input lines as strings  List<String> l = new ArrayList<>(); // Specify the type of List as String  // Reading input until the user exits (Ctrl+C)  while(sc.hasNext()) {  l.add(sc.next());  }  // Getting the number of input lines  int n = l.size();  // Creating a 2D array 'a' to store parsed integers from input lines  int[][] a = new int[n][];  // Parsing input lines and populating the 2D array 'a'  for(int i = 0; i < n; i++) {  String[] s = l.get(i).split(",");  int k = s.length;  a[i] = new int[k];  for(int j = 0; j < k; j++) {  a[i][j] = Integer.parseInt(s[j]);  }  }  // Initializing an array 'sd' with the first element of the first row of 'a'  int[] sd = {a[0][0]};  // Dynamic programming approach to find the maximum sum  for(int i = 1; i < n; i++) {  int[] tmp = new int[a[i].length];  for(int j = 0; j < tmp.length; j++) {  if(i <= n / 2) {  if(j == 0) tmp[j] = sd[j] + a[i][j];  else if(j == tmp.length - 1) tmp[j] = sd[j - 1] + a[i][j];  else tmp[j] = Math.max(sd[j - 1] + a[i][j], sd[j] + a[i][j]);  }  else {  tmp[j] = Math.max(sd[j] + a[i][j], sd[j + 1] + a[i][j]);  }  }  sd = tmp;  }  // Prompting the user with the result  System.out.println("Maximum value of the sum of integers passing according to the rule on one line.");  // Printing the final result  System.out.println(sd[0]);  }  } |

Output:
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**241.** Write a Java program to find the number of combinations that satisfy p + q + r + s = n where n is a given number <= 4000 and p, q, r, s range from 0 to 1000.

*Sample Output:*

Input a positive integer:

252

Number of combinations of a,b,c,d:

2731135

Code:

|  |
| --- |
| // Importing the necessary Java utility package  import java.util.\*;  // Main class named "Main"  public class Main {    // Main method, the entry point of the program  public static void main(String[] args) {    // Creating a Scanner object to read input from the console  Scanner sc = new Scanner(System.in);  // Prompting the user to input a positive integer  System.out.println("Input a positive integer:");  // Initializing arrays to store temporary and final results  int[] temp = new int[2001];  int[] ans = new int[4001];  // Nested loops to calculate combinations and populate the 'temp' array  for (int i = 0; i <= 1000; i++) {  for (int j = 0; j <= 1000; j++) {  temp[i + j]++;  }  }  // Nested loops to calculate combinations and populate the 'ans' array  for (int i = 0; i <= 2000; i++) {  for (int j = 0; j <= 2000; j++) {  ans[i + j] += temp[i] \* temp[j];  }  }  // Reading a positive integer from the user  int n = sc.nextInt();  // Prompting the user with the result  System.out.println("Number of combinations of a, b, c, d:");  // Printing the final result  System.out.println(ans[n]);  }  } |

Output:

![A screenshot of a computer

Description automatically generated](data:image/png;base64,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)

**242.** Your task is to develop a small piece of spreadsheet software. Write a Java program that adds up the columns and rows of a given table as shown in the specified figure:

Input number of rows/columns (0 to exit)

4

25 69 51 26

68 35 29 54

54 57 45 63

61 68 47 59

Result:

25 69 51 26 171

68 35 29 54 186

54 57 45 63 219

61 68 47 59 235

208 229 172 202 811

Code:

|  |
| --- |
| // Importing the necessary Java utility package  import java.util.\*;  // Main class named "Main"  public class Main {  // Main method, the entry point of the program  public static void main(String[] args) {  // Creating a Scanner object to read input from the console  Scanner sc = new Scanner(System.in);  // Prompting the user to input the number of rows/columns (0 to exit)  System.out.println("Input number of rows/columns (0 to exit)");  // Continuous loop to handle multiple inputs until 0 is entered  while (true) {  // Reading an integer from the user  int n = sc.nextInt();  // Checking if the entered value is 0, and breaking the loop if true  if (n == 0) break;  // Creating a 2D array 'map' with dimensions (n+1) x (n+1)  int[][] map = new int[n + 1][n + 1];  // Nested loops to populate the 'map' array with user inputs and calculate row sums  for (int i = 0; i < n; i++) {  for (int j = 0; j < n; j++) {  map[i][j] = sc.nextInt();  map[i][n] += map[i][j];  }  map[n][n] += map[i][n];  }  // Nested loops to calculate column sums  for (int i = 0; i < n; i++) {  for (int j = 0; j < n; j++) {  map[n][i] += map[j][i];  }  }  // Printing the result header  System.out.println("Result:");  // Nested loops to print the final 'map' array  for (int i = 0; i < n + 1; i++) {  for (int j = 0; j < n + 1; j++) {  // Formatting and printing each element of the array  System.out.printf("%5d", map[i][j]);  }  // Moving to the next line after each row is printed  System.out.println();  }  }  }  } |

Output:

![A screenshot of a computer

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAyYAAAGACAYAAABY7XboAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAACBQSURBVHhe7d3NktyotjDQ4zvy83nmkZ/DIz+KoyZ+Rs98P04nX2NdQIJEQj9rRWS0SgKxQary3qnK6k9//p//AAAATPQ/r/8CAABMozABAACmU5gAAADTKUwAAIDpFCYAAMB0ChMAAGC6T79+fM3+ueAv33++tgAAAPbliQkAADCdwgQAAJhOYQIAAEynMAEAAKZTmAAAANMpTAAAgOkUJgAAwHQKEwAAYDqFCQAAMJ3CBAAAmE5hAgAATKcwAQAAplOYAAAA0ylMAACA6T79+vH1z2v7L1++/3xt8USfPz7++9/f377997/8I65LyhptN/u+yl2/wDXsF9bU+p1Heo/vdV1cc2AvnpisKCUyPI974T1x/SQ09xGv6Vm+N3yP9mlZt7Ndc+Behjwx2foD6moJSZzXExOpJ889J73HrUmfM95T7vN+W78n0nbRHuvtWv5j63WJetatdQyArTwxgQb+EYa/1b4nckVJUNrP+8L1iK+9pOd2LYGRhhQm6Q/C9AdWaT/wLD3vynJeW65nmrDm/h2Q0F6b72VgD7t8+L3lH63YZvmPWE6tT5DrV4sld2x5zppSnFvV5lM6d+98wr7c+UtjLs+VtgvStks9bXvG6bE8f7BljGWcI72zBlvnsyX+Wput45RsGT9qHeud2LbEVWuTO5buS2OLbXL7guW5Su1y0rbRWp9eyzhLau22nmNNbt4ltThSe6zbcpzSGGm7tXjT46V12DLOmrX1iOdaawewxfRf5Qo/1JY/JNd+aOb6BGv9zio3n9FzyZ1/y5i5dkFuX9ByjqWWcXqUzpWLL+5bHivtHyV3ztI4tf0jY2sdfym225K4tI5V2186dpTl+LmYcjFubReVjtX67C2OvTWpnaG2biPjyp2rNEa6XrUYFAHAXZ3mMybhB+3WH8pR7DPyh3TunOm+9DXa8rxb1qBFLu7cvpzYrtY2xpu2rbVP5fpGI9YhPUdujDNoWYOj5pOLae+xgi1jHbUG78jFtDXOZbvlPRAceX1Gyc2jV26+6b70lTrq3ildn5rS8fRcS+m5S/1TubbpvvS11cjrCjzXKQqT9Iff1h+Ey3bx66v+cOxZg6NsWeu1fzSDtWtTGudd6bi1MZbt0ldU2j/K8py5MXrmk7N2fM3I+dfmFCz3jVqDs0rnkFuPLXr71cT17Dl36PtO/1GOundqc4371saIx9+NZU8zryVwP9MLk54fanf7QXjEfHJjbBn3qLWetQbBUXNc0xrHO/NpTXh6E6PYb+vcjlyDveVi2BJXT+xnTlyDNL4zXJugFMcZ4ktjOOPaAezlNL/KxT2Ef0Rzr17hH+Kn/2O81xpsOWfaZsT1ZKwrXJ80nj3u47NLr0v6WrNcqyeuHfA8ChOgKiREy6RoS3IVj0uo9tV7fY6Q3gPuAwDWKEwYKiYgpRfzLRPW9OvaNcpdxzMkv/zjrNcnjeeJ0uuSe5WkRV3gew14gtsUJq0/tFvaX+EfhCNjvOo/kKW4nzCfWgLUY/T5otZrMfOaHjFGr72uz1Zr48e12yPOrddl5r2zZkZsZ5g3wC0Kk/QHaukfurTN1h/As/9xr+mZzwiltY7bpViOjHEpjXMZR2k+ZzZiPvHY2px7r1vst3VNa3MKlvtq7dOvt46/RXreXIwzzIqjZdxl271iHnGvpV+/e+/E/qX5blmHeI53Y6l599xxHnvGCDzHkP/z+5YfsEH6g6v2w6x0bG2c0g/G3n5BrW+t3xY9axC0zCd3ni37WsaI3umTOzZST2ypPePsOfc7ax2kx0v7g55xgiPm1BPbWp+gp1/aJzf3LftybaLSsbi/JHeud9XiXKrFt2dsOel4R61bzzhpn1LMy35r4wS1OdX6r61F7LvWDmCL2/wqV+2H4vJY+HrrD9Ez/rB9Zz5b1c5XOlaLY3R8rc4cW4+j5lM7V+lYb6IS2pf65Pa3tn/H8ny1sY9Ui+HM8e0V29bzhnZHxNY6Tq34SL/eUoi0KMUIcLQhT0yO4p0ZOD/fp/fnGhO4D4DR/FUuALqMfuee61CUAHtQmADDSFaeIb2+ipPncc2BvShMgGFCwqooeQbFyTOl19r3OjCawgSALjExlaA+h2sO7OlSH34HAADuyRMTAABgOoUJAAAwncIEAACYTmECAABMpzABAACmU5gAAADTKUwAAIDpFCYAAMB0ChMAAGC63QqTzx8f//8FAABQs0thohgBAABa+FUuAABguuGFSXxa8vvbt//+FwAAYM3QwkRRAgAA9PCrXAAAwHTDChNPSwAAgF6emAAAANMNKUw8LQEAAN7xdmGiKAEAAN716dePr39e23/58v3na6suFiZbKWAAAIAlnzEBAACme/uJSY1f8wIAALbwxAQAAJhOYQIAAEy3a2ESfoXLr3EBAABrPDEBAACmU5gAAADTKUwAAIDpFCYAAMB0ChMAAGA6hQkAADCdwgQAAJhOYQIAAEynMAEAAKZTmAAAANMpTAAAgOkUJgAAwHQKEwAAYDqFCQAAMN2nXz++/nlt/+XL95+vre0+f3y8tv71+9u319bfcm1TpX7vaIkvWLYfHdO7a5D232O9gtY1i3r7AQDwTMOemJSS7LXk+ygtcYS2ufal/Uc7Ko7SGGtjn2GNAAC4liFPTNJENH1XvLQ/iMeOeBe9FkdOKbbRMfecbzmX0TFFy3Gi0v5o7TgAAOQMeWISE9BlInqGxDRN3LfEU0v04740+T5ajGHLXN5RGqc2butaAwBANOxXuc6ciN4tST5qPj3jKEgAAOhx67/KNfPJxtNYawAA3rFrYbIlWQ1tlq89tI6TO77Wp1caU3yd1ZbYlnPZ0gcAgGc75IlJ66/3jE5kS+fL7U9jjUl1fB3p6PFala5pKe6zzwcAgLmG/n9MUjERfacoeffzCrVzrY2TS6RDu955tWhZgyPiiWpj1WJumQ8AAM+0yxOTd5LlPRLX3DnXxgnHl6+jHDnWVluvae74GecDAMC5DC9M3ilKzu7Oc6t56rwBADjO0MJEAns/rikAAEcYVpiMSmBHJsLxHPGcqZZxQtuRca05cqyaljhGrTUAAM805MPvuWQ0J01Ma31GJrBrseXGKvUZnVj3rEHPWvfoGadnrQEAIDjkzwW3GJ28hvPlzlnaXzI6rpojxxqptKal/QAAEO3254IBAAC2Ot0TEwAA4HkUJgAAwHQKEwAAYDqFCQAAMJ3CBAAAmE5hAgAATKcwAQAAplOYAAAA0ylMAACA6RQmAADAdAoTAABgOoUJAAAwncIEAACYTmECAABM9+nXj69/Xtt/+fL952urzeePj9fWv35/+/ba+luubVBq36slpqAUVzQ7vmDZ54iYUlvHS88zOkYAAO5j6BOTtWQ2VWvbcp41pXONHOMdrfGF/bljpf0znS0eAADOa9gTkzQJbXm3f9m25TxbhPO1jhGPjxi/phRHLb5SbKNjHnG+dB7BqNgAALifIU9M0iS2JfnMtR2dvB4xRq8YxzKeUny1YiHuWxYDs4wobAAAeI5hv8olAe1zx3VTlAAA0OrtwqTnHfr03f20f/r1nkntEWMAAADbvf0ZkzTJT4uMqJb859oHexQMy7F64gqOKGbS8dPxSvuD2rEevWsQ++XiHhEXAAD3NOxXuUqJbC3BnSnE1RPbkfNZJvLLZD99Heno8QAAuL9hT0yCZSLdeqzWfrSesY6IL45RO38aRxTab+n7rtoalMY/Ii4AAK5t1w+/lxLRUnKbbqdt9tCTJPf0abE1gQ/Hl6+jlMZSfAAA8I5hhUmPXBL71MT23cT+LIVBiGP5inL7AAAgmFqY8I+YqHvaAADAUw35P7+XEuu1/UHLsZF6ioGePmvePedR6xWdZd0AALiXoYVJSS4h7enTY3RsI5PrtdiidMxSn5FxBSPXIJ5rdIwAANzHkF/lCglnLuks7Q9qSWrt2Ci12EqOiKvHkXGddQ0AALi2IU9MAAAA3uHD7wAAwHQKEwAAYDqFCQAAMJ3CBAAAmE5hAgAATKcwAQAAplOYAAAA0ylMAACA6RQmAADAdAoTAABgOoUJAAAwncIEAACYTmECAABMpzABAACm+/Trx9c/r+2/fPn+87W17vPHx2sr7/e3b6+tuvQ8W/usaY1trX00Kr6ltTUYtdYtcmOWxmlpCwAA0WmemGwtCO7sjGvQElOprWsLAMCaoU9M3nlnfJm8jnqXfURsqdHnS21Zgz3HX0rj2TJeaL9s13oOAACe6RRPTI5Mtt+xZ5xnW4M0nq0x5dqdZT4AAJzb9MLkKkXJns66BooKAACO4q9ybfSkAirOdQSFJwAAW+z+V7lqCWkuaR2dyPbGtrRXgt26BqPmU5OOnxtvbZxln1FxAQBwX7s/Makl0rNtjS1N1M9s9FqXztc6Tmg/OjYAAO5lyBOTkjQZXSb18djW/aPVYlvaK6aRa9AynzW1c/WMMzI2AADuadcnJqUktCfxHq01qR4d6+jz7rGWuXP2jLNHbAAA3MvUD7+H5Hz5inL77iid53K+uX0AAHBH/ipXRSwIvOMPAAD7OuQzJi2J/VHFwJZxZhUmZ1i30vnOEBsAAPcz9c8F5+yVYOfUxkj7HZ1Q19Zg5FrX1MYJWmMLjl5HAACuY8qH389ga2xXSaZHxxnOlztnaX9NTx8AAJ5l11/lAgAA2MKH3wEAgOkUJgAAwHQKEwAAYDqFCQAAMJ3CBAAAmE5hAgAATKcwAQAAplOYAAAA0ylMAACA6RQmAADAdAoTAABgOoUJAAAwncIEAACYTmECAABM9+nXj69/Xtt/+fL952urzeePj9fWv35/+/baykv7rLV9R0tsubbBnvEFtbUoxbQ0Isa1sWpjLPvuvWYAAFzf0CcmWxPnKLRv7dOrZZxa2z3jPWot9hLiz82htB8AAKJhT0zSxHPLO+TL9vHrPd5db4mt1rZ1jq3S8wetY4xcw55zlfqMjAsAgHsa8sQkTTy3Jp+x3d7Jak9sQa7tnrG+m7zPTv5r48d9sQ0AACwN+1WunoT4qCR6VrK+1eyiAgAAZnu7MDnzu+A9saXv7qf906/PVkCcNS4AANhq+Iffl6+zaIktTfCXbUcn//HcZy0q4vzTV03u+FofAAAYVpiUks8zJKVnju1dcQ5HFja5dcsVc/EFAABrhj4xCclp+orOkJy2xJbu29K+VzxXev6ziPNevqLcOqTHU6X9AAAQ7frh97MkpC2xLYuSKN0eUZyMKEpmFDZrY4XjyxcAAKwZ+sTkTnIJ9R5Jdigulq8ot++KYvyKFAAAShQmFyXZBwDgTt4uTGJinHtXf3by/E5stT4jhHFLryi3b7aWaxratrQHAOC5Pv368fXPa/svX77/fG2tW0vYc0np1iT/3YR2j9j2TrLXkvk0vr1iqa3BlrhSe68XAADXN+RXuULimUs+S/uP1BNbLebasaPNiKV1zDOtFwAA5zXkiQkAAMA7fPgdAACYTmECAABMpzABAACmU5gAAADTKUwAAIDpFCYAAMB0ChMAAGA6hQkAADCdwgQAAJhOYQIAAEynMAEAAKZTmAAAANN9+vXj65/X9l++fP/52nqezx8fr62//f727bUFAACM5InJDkqFDQAAkDfkiUktEb/DU4Y4vy1zaWkLAAD8Y/cnJp4eAAAAa4YWJuEpQfqKFCcAAEDN0F/lyv360tqvNi2LllK7VK7QWTt/T2xR6xxqamOF86zFAgAAdzT1w++5hD7sqyX6pWO1PlcQ47/6PAAAoMe0wiQm4OEJQfqqKfVZ67e3XBzpvvQFAAD8X7sWJmkhkSrtD+K+1icHV0/6Y/xXnwcAAPQYWpiEYiJ97WXPc8+kKAEA4Kl2fWISEu1asr0sZOKrJD3XlvYAAMA1DC1MYiESC4g9iob0/JECBQAArm33D7/XCoa0kMm9anLtFCcAAHBNuxUma4XFSD1j7V3E9JxfYQUAwFPt/sQkWCbcsZAoJeKt+7dI+75znjW9BVmMac/YAADgrKb9n9/XEvDauUpKRUFrv7X2QWmsoNZ/S4y1cwMAwB0d8sQkWCbrIfkuJeCt+4OWY+HrWvt39Zw79tkzLgAAOKshT0wAAADecdgTEwAAgBKFCQAAMJ3CBAAAmE5hAgAATKcwAQAAplOYAAAA0ylMAACA6RQmAADAdAoTAABgOoUJAAAwncIEAACYTmECAABMpzABAACmU5gAAADTffr14+uf1/Zfvnz/+dq6h88fH6+tf/3+9u219bdc21Sp3xW0rEOwbH/Vub97TdP+V77+Qes9EPX2O8KW67N2D0S1Od3pPgCAs3nEE5NSQrI1UbmLlvmGtrn2pf13dbf5luayNsezrsFR1+eocQDgyW7/xCRNJtJ3OEv7g3jsTu+I1uabU1qDq65NT9zLNbvq3KPlfKLS/mjt+Cyjr0+p/+hxAIC82z8xicnDMol4UlKRJlJb5l1LvOK+NFm7qzjXLWt2BaX51ObXeu8cqTSfHlvu+bPNHwDu5hG/yiWhsAa97rZuPfM58xocFZvvHwDYn7/KdXNPeLLBPp5y79SelgAAx3lsYbIl6Qptlq8ra51P7vhan7NL5x5fT7dlDZZrtqUPAECLxz8xaX2X9KoJWSnu3P50TWISGl93dNd5tSp9L5TW5w7rFufgaQkAzPfIwmQtGQn7c6/oqglZy3zS46nS/rNL552+ojsk2T22JubWDQDY2+MKk62JWE5Pn7PIxb42n3B8+bqbO85pq5aiZOkO6/bOzwIAYLxHFSYSkfdZw3twHQGAs3lMYSIRg3/4XrAGAHBGjyhMRiUhV0xmYqwx9lTLfELbK85/zR3nVNMy31H3DgDAFp9+/fj657X9ly/ff762ri2XVOWkCVatzxUTsbU1yM2p1OeqiWjPNe25d86sZz49985Req9P2m9L/He7DwDgrB75V7l6XTXxCHHnYi/tL7nq/GvuOKeRSvdIaf+VuPYAcC63f2ICAACcnycmAADAdAoTAABgOoUJAAAwncIEAACYTmECAABMpzABAACmU5gAAADTKUwAAIDpFCYAAMB0ChMAAGA6hQkAADCdwgQAAJhOYQIAAEynMAEAAKb79OvH1z+v7b98+f7ztXUfnz8+Xlv/+v3t22vrb7m2Qan92bXMPSjNP3rKOgTLPneae2rrvNLznGUtWmIqrcOWueT6XvV+AICzecwTk7WkLFVr23KesyjFfMW5vKN1HcL+3LHS/ic427xbr0Wt7dp5zjZ3ALibRzwxSROKlndTl21bznMmIe7WucTjV5pnTWm+tXUorcFV12ZE3Ol6BTPXYHnt1ua3bJ+qHQvWjgMA77v9E5M0WWlJKHJtr5qQ3GkuveJ8l/MurUMtyY370mT1CWprMkOMozWe2jXN6f0ZAgC0ecSvckkmCNwH/c5WlERHxePeAYD93bow6XlHOyYgoW/aP/36DknKneYCW/R8b6ftAIB93fozJmmykUswakl5KSG5ciK/nFPP/IMrr8FSOs90XqX9Qe3YmfVe09gvtz5nmv/WmErrkOuXnjPX70zzB4Cre8SvcpUSkdL+pwjz71mDO67bMsFMv47r1LteV3DXeY1SWh/rBgDjPOKJSbBMPFuP1dpfVc+c7rQOcS61eaTzjUL7LX2vonZNS/M84/y3xJSb65b5By3HAIB2j/3weymRKCUb6Xba5sp6kqmePmcUr+HafMLx5etuSnPaukZX8c73dm4N7rIuAHAWjyhMekhE7uvdhPtuCfuaMN/lK8rtOzvf2wBwTgoTHiUm0BJRAIBzuXVhEpPP3Lu5awlqrc9d9CTpPX3O4t3YQ/8rz7+kNKfwdekV5fadXZxvKrcviPOq9bnS3AHgzG794feglHBEuaSip8+ZjV6DKyZia2sQpXMr9bni/IOR1zSea+ZajLymUW4+PX0AgHa3/1WukDTkEofS/qCWaNSOXU1tDUruNP8ed5z/k65pba6lY2F/7lhpPwDQ5/ZPTAAAgPPz4XcAAGA6hQkAADCdwgQAAJhOYQIAAEynMAEAAKZTmAAAANMpTAAAgOkUJgAAwHQKEwAAYDqFCQAAMJ3CBAAAmE5hAgAATKcwAQAAplOYAAAA03369ePrn9f2X758//naurbPHx+vrbzf3769turS82ztcxata7DWPrraOiytXdNR984Z5eZWmk9L2xl641u7/kvLca58/QHgjDwx2SCX+HBtT76mLXMvtT3L+vXEF461xF9q33oeAKDuMU9M3nl3c5l8XO2d0hFrkBp9vhm2XNM7zHMpnfeWeYX2y3at59hLKY5afMtj8evaPEpttvQFALbzxGSF5ONvd1iPp17TdN5b555rd5Z1i3Es46nFV+pTUrtX4r7YBgB4j8Kk4qkJ7J09/Zrebd498/H9DADnpDBhM4XadY18V999AADs4TGFSUimlq+aePxOyddy/nGOTxHn23pNl2sWz3NVPfNZtj3z98WW+bTKnXOPcQDgyR79xERisX0NYjvvkv/jqvdOKe7W+YT2Z1+DEfdqeo445yvMHQCu6PZ/laskTSyWCUw8tnX/VdXWYOnqcx95TVvW7SxqMffM56xr0Ho9t7ZP5xuFPq3jAQBlj31iUkoknpRobJ3j1ddkdPxXvjdysffM54xrsOd9Gs65fAEAY/nwe0FIcpavKLeP80uv2/L65fZxHfG6HVkwzBgTAO5MYUKV5Iuzc48CwD08/jMmLcnM3RKgLfO5e9L3pPugFPeV1+DdON6ZezB7/gBwJ7cvTNIkYqk1qThLMtaqdw2ekIDVrunIe+cMavMJWtcgmLkOa7FFaYwj+1zxHgCAM/Ph9wfbugbW6m9XXY8Qdy720v6anj538uS5A8BeHvurXAAAwHn48DsAADCdwgQAAJhOYQIAAEynMAEAAKZTmAAAANMpTAAAgOkUJgAAwHQKEwAAYDqFCQAAMJ3CBAAAmE5hAgAATKcwAQAAplOYAAAA0ylMAACA6T79+vH1z2v7L1++/3xt3cfnj4/X1r9+f/v22spL+6y1vYKWNci1De6wDkHt2pbmvnSltVibU20uy75nmnduXi1zCVrbp650DwDAmT3miclacrEU2rf2ObuW+dTa3mFd7nZt9xLWKbdWpf1HK8Uwaj8AcJxHPDFJk44t724u28evr/zOaMsa1Nq2ruVZpfMIWudyxXuiJ+ZSnzPMP72GaRyl/UE4VppLkJvPGeYKAE9w+ycmaVKxNbGI7e6SiPSsQZBre4c1eTfRfEqiWptn3BfbzBBjWMZXuy61uQAAcz3iV7l6Eo+7JSuSr388pah4CtcRAO7j1oXJzHdzz6JnDWKyF/qm/dOvn5oQPn3+d+SaAsA5POrD78vX07SsQZqkLdteNYGLc3h6AhqvZ/qqyR1f6zPTltjivGPbLfdE2iftCwCM8YjCpJRAPCmxsAbvi2t1x8Imdx/kitP4uoKW69Q7r6usBQBcwa3/KleaNCyTlNqxpdj2iglp7xrkjrWs2dmUrmFpf05L2ytZu67p8Si0O+N69Ma0tgY5PX0AgLLHfvj9aYlEyxqUEq50O21zdr3JamrEOc5qbU7h+PJ1Ru9co6P6AABlj/mMCe1yideVk7GQuC5fUW4fZXGdznI/nC0eAKCdwgRWSHrPzfUBgHu4dWESE5Xcu+BPSWbeWYNanysJ8yu9oty+p2j5XghtW9rvbVQsPec50zoAwB3c+sPvQUweSnJJxVqf6CoJyR5rcJdkbC25TNfh6nOuXdMt80+dYS3W7tEojXWtT25ePesGALS7/a9yhcQhlzyU9t9RzxrU1qZ27K7uPOfWud1xLcKcrAMAzHX7JyYAAMD5+fA7AAAwncIEAACYTmECAABMpzABAACmU5gAAADTKUwAAIDpFCYAAMB0ChMAAGA6hQkAADCdwgQAAJhOYQIAAEynMAEAAKZTmAAAANMpTAAAgOk+/frx9c9r+y9fvv98bZ3P54+P19a/fn/79trKa+2Tax+sjXOUI9YgWPY5y/yjNL5SbKVrudTS/yzrMOKaBnv0OULp2m6JLe27dS49fQCAbS73xKSUiJT2B619es51pJFx1/bnjpX2H+2oOEpjnGUNcmqxHdXnCD0xB+FYa+w9fQCANpd6YpImBum7laX9QWufnnMdaWTcW/ps3X+kZdzvxrQ21yA9Vtp/pJ7YjupzhJ6Yg+Wx+HVtDj19AIB2l3piEhOBZUKwJUFo7ZM7vmWcvcUYWubT2qeWeMV9abJ2tNJ8emyZ6/LYiHHf9U5sLX3eGecIuTh65lPT0wcAaHe5X+VqSQ62vrM5M8nu0ZMg3S2pOmo+Z163ltje+V5w79xvDQDgjB77V7lKxUhMQMLxtE36tSTlHlzPf6T3+VX4PgWA+7lFYdKSWG1JXNL9afvgrMlOyxpEa31yx3vGuZszr0FLbKFtbN96X59hDa74fQoAlN3qiclaMvKExKVnXss+6dcx4VsmflcX5/LOfXDme2gttvRa3nUNAIBruXxhsjXBbEnElm3T9umxs9i6Bqm1Pq37n6JnrY+yNbb0Hu6Zx1nWYDmPNJ70GABwDZcuTFoTsWXykrNMdqKzJj1b1yC1tU84vnzdQc+aBb39jrA1trRdzzzOsgYxjiCNJd1O2wAA53fZwqQ1QWpNpHLtW8+xt54k8d3E8t3+V3Xmee/9vRCdcQ1ysZzxGgEA6y5ZmGxNkNaOXznJ7on9yvMd5W7rtjW2teNr53HvAAB7u1xh0psgxX7R8uul3PG1PkfpWYOePqnQ/91zXNGZ59wbW+wXLb9eusIapNbmAwCc06dfP77+eW3/5cv3n6+t89iacCwTqFq/XLK1Ns7MBK1nDUb2mTn3qGc+Qdpvyzx6xznCiDVYys3jymswaj5nXgMAuJPL/1WuLUoJQ+v+4MnJx13m7hr+X1dck1rMT77GAHBVl3piAgAA3NMjnpgAAADnpjABAACmU5gAAADTKUwAAIDpFCYAAMB0ChMAAGA6hQkAADCdwgQAAJhOYQIAAEynMAEAAKZTmAAAANMpTAAAgOkUJgAAwHQKEwAAYLL//Od/AY6OZByEnLUdAAAAAElFTkSuQmCC)

**243.** Write a Java program that reads a list of pairs of a word and a page number. It prints the words and a list of page numbers.

**Input:**

Input pairs of a word and a page number:

apple 5

banana 6

Word and page number in alphabetical order:

apple

5

banana

6

Code:

|  |
| --- |
| import java.util.PriorityQueue;  import java.util.Scanner;  public class Main {  // Nested static class named "Dic" implementing Comparable interface  static class Dic implements Comparable<Dic> {  String moji; // Instance variable to store a word  int page; // Instance variable to store a page number  // Constructor to initialize the instance variables  Dic(String moji, int page) {  this.moji = moji;  this.page = page;  }  // Overriding the compareTo method to define the natural ordering of Dic objects  public int compareTo(Dic d) {  // Comparing based on the word, then on the page number if words are equal  if (this.moji.equals(d.moji)) {  return this.page - d.page;  } else {  return this.moji.compareTo(d.moji);  }  }  }  // Main method, the entry point of the program  public static void main(String[] args) {  // Using try-with-resources to automatically close the Scanner  try (Scanner sc = new Scanner(System.in)) {  // Creating a PriorityQueue to store Dic objects  PriorityQueue<Dic> pq = new PriorityQueue<>();  // Prompting the user to input pairs of a word and a page number  System.out.println("Input pairs of a word and a page number (type 'exit' to end input):");  // Loop to read input until there are no more lines  while (sc.hasNextLine()) {  // Reading a line of input and splitting it into word and page number  String str = sc.nextLine();  // Check for the sentinel value to exit the loop  if (str.equals("exit")) {  break;  }  // Splitting the input line into an array of tokens  String[] token = str.split(" ");  // Extracting the word and page number from the tokens  String s = token[0];  int n = Integer.parseInt(token[1]);  // Adding a new Dic object to the PriorityQueue  pq.add(new Dic(s, n));  }  // Initializing a variable to store the previous word  String pre = "";  // Printing the header for the output  System.out.println("\nWord and page number in alphabetical order:");  // Loop to process and print the PriorityQueue  while (!pq.isEmpty()) {  // Polling the head of the PriorityQueue (smallest Dic object)  Dic dic = pq.poll();  // Checking if the current word is the same as the previous one  if (dic.moji.equals(pre)) {  // Printing the page number without a newline and a space  System.out.print(" " + dic.page);  } else if (pre.equals("")) {  // Printing the word and the page number without a newline  System.out.println(dic.moji);  System.out.print(dic.page);  } else {  // Printing a newline, the word, and the page number without a newline  System.out.println();  System.out.println(dic.moji);  System.out.print(dic.page);  }  // Updating the previous word  pre = dic.moji;  }  // Printing a newline at the end of the output  System.out.println();  }  }  } |

Output:

![A screenshot of a computer

Description automatically generated](data:image/png;base64,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)

**244.** Write a Java program that accepts a string from the user and checks whether it is correct or not.

The conditions for getting the "correct answer" are:  
a) There must be only three characters X, Y, and Z in the string, and no other characters.  
b) Any string of any form such as aXYZa can get the "correct answer", where a is either an empty string or a string consisting only of the letter X;  
c) If aXbZc is true, aXbYZca is also valid, where a, b, c are either empty strings or a string consisting only of the letter X.

**Input:**

Input a string:

XYZ

Correct format..

Code:

|  |
| --- |
| // Importing necessary classes  import java.util.PriorityQueue;  import java.util.Scanner;  // Defining a class named "Main"  public class Main {    // Static nested class "Dic" representing a pair of word and page number  static class Dic implements Comparable{  // Instance variables to store word and page number  String moji;  int page;    // Parameterized constructor to initialize word and page number  Dic(String moji, int page){  this.moji=moji;  this.page=page;  }  // Implementation of the compareTo method to define the natural order of Dic objects  public int compareTo(Dic d) {  if(this.moji.equals(d.moji)) {  return this.page-d.page;  }  else {  return this.moji.compareTo(d.moji);  }  }  }    // Main method, the entry point of the program  public static void main(String[] args) {  // Using the try-with-resources statement to automatically close the Scanner  try(Scanner sc = new Scanner(System.in)){  // Creating a PriorityQueue to store Dic objects  PriorityQueue pq=new PriorityQueue<>();    // Prompting the user to input pairs of a word and a page number  System.out.println("Input pairs of a word and a page number:");    // Reading input until there is no more input  while(sc.hasNextLine()) {  // Reading a line and splitting it into word and page number  String str=sc.nextLine();  String[] token=str.split(" ");  String s=token[0];  int n=Integer.parseInt(token[1]);    // Creating a new Dic object and adding it to the PriorityQueue  pq.add(new Dic(s, n));  }    // Initializing a variable to store the previous word  String pre="";  // Printing the word and page number in alphabetical order  System.out.println("\nWord and page number in alphabetical order:");  while(!pq.isEmpty()) {  // Polling the smallest Dic object from the PriorityQueue  Dic dic=pq.poll();  // Checking if the current word is the same as the previous one  if(dic.moji.equals(pre)) {  System.out.print(" "+dic.page);  }  else if(pre.equals("")) {  System.out.println(dic.moji);  System.out.print(dic.page);  }  else {  System.out.println();  System.out.println(dic.moji);  System.out.print(dic.page);  }  // Updating the previous word  pre=dic.moji;  }  System.out.println();  }  }  } |

Output:

![A blue and green text

Description automatically generated with medium confidence](data:image/png;base64,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)

**245.** Write a Java program that accepts students' names, ids, and marks and displays their highest and lowest scores.

The student name and id are all strings of no more than 10 characters. The score is an integer between 0 and 100.

**Input:**

Input number of students:

3

Input Student Name, ID, Score:

Devid v1 72

Peter v2 68

Johnson v3 85

name, ID of the highest score and the lowest score:

Johnson v3

Peter v2

Code:

|  |
| --- |
| // Importing the Scanner class to read input from the user  import java.util.Scanner;  // Defining the Student class to represent student information  class Student {  // Instance variables to store student name, ID, and score  String name;  String stu\_id;  int score;  // Default constructor with default values  public Student() {  this(" ", " ", 0);  }  // Parameterized constructor to initialize instance variables with given values  public Student(String initName, String initId, int initScore) {  name = initName;  stu\_id = initId;  score = initScore;  }  }  // Main class named "Main"  public class Main {  // Main method, the entry point of the program  public static void main(String[] args) {  // Creating a Scanner object to read input from the user  Scanner in = new Scanner(System.in);  // Prompting the user to input the number of students  System.out.println("Input number of students:");  // Reading the number of students from the user and trimming excess whitespaces  int n = Integer.parseInt(in.nextLine().trim());  // Prompting the user to input Student Name, ID, Score  System.out.println("Input Student Name, ID, Score:");  // Creating Student objects to store information about the students  Student stu = new Student();  Student max = new Student();  Student min = new Student(" ", " ", 100);  // Loop to read information about each student  for (int i = 0; i < n; i++) {  // Reading student name, ID, and score from the user  stu.name = in.next();  stu.stu\_id = in.next();  stu.score = in.nextInt();  // Checking if the current student has the highest score  if (max.score < stu.score) {  max.name = stu.name;  max.stu\_id = stu.stu\_id;  max.score = stu.score;  }  // Checking if the current student has the lowest score  if (min.score > stu.score) {  min.name = stu.name;  min.stu\_id = stu.stu\_id;  min.score = stu.score;  }  }  // Printing the name and ID of the highest score and the lowest score students  System.out.println("name, ID of the highest score and the lowest score:");  System.out.println(max.name + " " + max.stu\_id);  System.out.println(min.name + " " + min.stu\_id);  // Closing the Scanner to release system resources  in.close();  }  } |

Output:

![A screen shot of a computer

Description automatically generated](data:image/png;base64,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)

**246.** Let us use the letter H to mean "hundred", the letter T to mean "ten" and “1, 2, . . . n” to represent the one digit n (<10). Using the given format, write a Java program that converts 3 digits positive numbers. For example, 234 should be output as BBSSS1234 because it has 2 "hundreds", 3 "ten", and 4 ones.

The student name and id are all strings of no more than 10 characters. The score is an integer between 0 and 100.

**Input:**  
235  
230  
Output:  
HHTTT12345  
HHTTT

Input a positive number(max three digits):

235

Result:

HHTTT12345

Code:

|  |
| --- |
| // Importing Scanner class for user input  import java.util.Scanner;  // Defining a class named "Main"  public class Main {    // Main method, the entry point of the program  public static void main(String[] args) {  // Creating a Scanner object for reading user input  Scanner in = new Scanner(System.in);    // Prompting the user to input a positive number with a maximum of three digits  System.out.println("Input a positive number(max three digits):");    // Reading an integer, formatting it as a three-digit string, and converting it to a character array  char[] num = String.format("%03d", in.nextInt()).toCharArray();    // Creating a StringBuilder object to build the result string  StringBuilder tm = new StringBuilder();    // Appending "H" to the StringBuilder based on the hundreds digit of the input number  for (int i = 0; i < num[0] - '0'; i++) {  tm.append("H");  }    // Appending "T" to the StringBuilder based on the tens digit of the input number  for (int i = 0; i < num[1] - '0'; i++) {  tm.append("T");  }    // Appending numbers from 1 to the units digit to the StringBuilder  for (int i = 0; i < num[2] - '0'; i++) {  tm.append(i + 1);  }    // Printing the result  System.out.println("Result:");  System.out.println(tm.toString());  }  } |

Output:

![A white background with blue text

Description automatically generated](data:image/png;base64,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)

**247.** Write a Java program that accepts three integers and checks whether the sum of the first two integers is greater than the third integer. Three integers are in the interval [-231, 231 ].

**Input:**

Input three integers (a,b,c):

5 8 9

Check whether (a + b) is greater than c?

true

Code:

|  |
| --- |
| // Importing Scanner class for user input  import java.util.Scanner;  // Defining a class named "Main"  public class Main {    // Main method, the entry point of the program  public static void main(String[] args) {  // Creating a Scanner object for reading user input  Scanner in = new Scanner(System.in);    // Prompting the user to input three integers (a, b, c)  System.out.println("Input three integers (a, b, c):");    // Reading long integers a, b, and c from the user  long a = in.nextLong();  long b = in.nextLong();  long c = in.nextLong();    // Prompting the user with a message  System.out.println("Check whether (a + b) is greater than c?");    // Checking and printing whether the sum of a and b is greater than c  System.out.println(a + b > c);  }  } |

Output:

![A screenshot of a computer screen

Description automatically generated](data:image/png;base64,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)

**248.** From Wikipedia, An abecedarium (or abecedary) is an inscription consisting of the letters of an alphabet, almost always listed in order. Typically, abecedaria (or abecedaries) are practice exercises.  
Write a Java program to check if each letter of a given word (Abecadrian word) is less than the one before it.

**Input:**

Input a word: ABCD

Is Abecadrian word? true

Code:

|  |
| --- |
| // Importing necessary classes from the java.util package  import java.util.\*;  // Defining a class named "Code"  public class Code {  // Method to check if a word is an abecedarian word  public static boolean is\_abecedarian\_word(String word) {  // Finding the index of the last character in the word  int index = word.length() - 1;  // Looping through the characters of the word  for (int i = 0; i < index; i++) {  // Comparing the current character with the next one  if (word.charAt(i) <= word.charAt(i + 1)) {  // If the current character is less than or equal to the next one, continue  } else {  // If the current character is greater than the next one, return false  return false;  }  }  // If the loop completes without returning false, return true  return true;  }  // Main method, the entry point of the program  public static void main(String[] args) {  // Creating a Scanner object for user input  Scanner scanner = new Scanner(System.in);  // Prompting the user to input a word  System.out.print("Input a word: ");  // Reading the input word from the user  String word1 = scanner.nextLine();  // Printing whether the input word is an abecedarian word  System.out.println("Is Abecedarian word? " + is\_abecedarian\_word(word1));  }  } |

Output:

![A close-up of a computer screen

Description automatically generated](data:image/png;base64,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)

**249.** From Wikipedia,  
The Hamming weight of a string is the number of symbols that are different from the zero-symbol of the alphabet used. It is thus equivalent to the Hamming distance from the all-zero string of the same length. For the most typical case, a string of bits, this is the number of 1's in the string, or the digit sum of the binary representation of a given number and the ℓ₁ norm of a bit vector. In this binary case, it is also called the population count, popcount, sideways sum, or bit summation.

Example:

|  |  |
| --- | --- |
| **String** | **Hamming weight** |
| 11101 | 4 |
| 11101000 | 4 |
| 00000000 | 0 |
| 789012340567 | 10 |

Write a Java program to count the number of set bits in a 32-bit integer.

**Input:**

Input a number: 1427

6

Code:

|  |
| --- |
| // Importing necessary classes from the java.util package  import java.util.\*;  // Defining a class named "Code"  public class Code {  // Method to check if a word is an abecedarian word  public static boolean is\_abecedarian\_word(String word) {  // Finding the index of the last character in the word  int index = word.length() - 1;  // Looping through the characters of the word  for (int i = 0; i < index; i++) {  // Comparing the current character with the next one  if (word.charAt(i) <= word.charAt(i + 1)) {  // If the current character is less than or equal to the next one, continue  } else {  // If the current character is greater than the next one, return false  return false;  }  }  // If the loop completes without returning false, return true  return true;  }  // Main method, the entry point of the program  public static void main(String[] args) {  // Creating a Scanner object for user input  Scanner scanner = new Scanner(System.in);  // Prompting the user to input a word  System.out.print("Input a word: ");  // Reading the input word from the user  String word1 = scanner.nextLine();  // Printing whether the input word is an abecedarian word  System.out.println("Is Abecedarian word? " + is\_abecedarian\_word(word1));  }  } |

Output:

![A blue and green text

Description automatically generated with medium confidence](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWMAAABOCAYAAAD1h3e9AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAARDSURBVHhe7d3Nzps4GAbQdlZzfV120+vorndSddVbnF2nnolnLMsmhkB4DedIqAn4DwNPUPiUfvz124fKz2+fH6/W+/T1++MVAKP+ePwLwImEMUAAwhggAGEMEIAwBghAGAMEIIwBAhDGAAEIY4AAhDFAAMIYIABhDBCAMAYIQBgDBCCMmdKfP378s8BVCOODCApgjVN/XH40sP768uXxag55v2Yb90zM8evK62/tPI7WbV3jrfKtci1XPt7ujOFmUvCNhl/LaN1euVf6vrJQ/+1SPkizf/pdZT8iM8fblEGY5m7LPJZtJK26dT9Zb/0zW8Y5m+nCuC4zcnCX6iStektjaW2r21zSG+davT73bj+3V/bX66M1N1lrW7mu1X6vz7qtslxSlq1tKbulnyzVGSn3LuV46v17piz/rG5vv1/p88qm/ZoiHaB8kLL6fa1VJ3lWL6KlMe+9P615O6KP0mifrXJJa12ypo3amn6yvH2k/XfZGmp5H0brXz089zb9d8bpgJcHfeSkz3X2PFlabZbrymUvS20fcfEf3UfdftJa15LLLZUtw2SkfKlVNztirvlXOe9XN3UYlwdo9GDV5fL72S6o3v6OzsNaZbtH9bFVPZ78vjymSxd1q3xLr58lucxI2cj2CsXZrrN3mjaMt5wUs18QZ3nHvLX6GOn3Xcf0lX7eNcaZjMzJXh8As/CnbRNLJ2troa81X2nZKgXF1cMiz8+r+7lXO1cljCf1SoDAqLOC+I7BLYwnVAZxOlnrhb7WfJULbemcq5esta6U15vfZbcP494J1LOm/Nq215rp5D56Lkrv7GtEtPG8U973NefqljpXcOswLi+S3oEvy4xeVGedRGl8o2M82pZ520PZV3kc8uveWI4aY273nXOwpzRvvSVrrUvyPtfraZvuh4KWDnBv27N+eifL1nrJUt2leiOejSvbq59WOyPbeso6rXZG1q3pI3ulTmvbiLLPrW3s6dkcZCNjXZqbrf1Em693uv3XFEsHvN6W3o+eIEeeSEvjOLLfUfUYlsa71VJ7vW1L49h7fFlu96j2r+qO8xXqtymOsvQJDhCBv6YACEAYAwQgjAECEMYAAdwijNODOw/vgMjcGQMEIIwBAhDGAAEIY4AAhDFAAMIYIABhDBCAMAYIQBgDBBAmjNPPXNYLwF2ECGPBC9zd6WFcBnH+DQm/JQHczalhnINY+AJ3d/qdsRAGODGMfU8M8L8wD/DqBeBOQj3AKwlk4E5C3BnnB3j1gzyBDNxFyAd4rXUAVxbizhjg7oQxQACnhXH+KqL1vXBe5+sK4C5C3Bmn8C0XgLs5NYzTnW/vAZ67YuBOPv767fH6Pz+/fX68Wu/T1++PVwCM8gAPIABhDBCAMAYIQBgDBCCMAQIQxgABCGOAAIQxQADCGCAAYQwQgDAGCEAYAwQgjAECEMYAATR/QhOAd/rw4W/IIJDGfcL8dwAAAABJRU5ErkJggg==)